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Abstract
The success of information system development projects is critically dependent on arriving at a shared understanding of the desired outcome by all project stakeholders. To communicate such understanding among stakeholders, development artifacts such as design specifications, prototypes, and user stories are created. This paper presents a new project management tool to measure and ensure common understanding of such development artifacts. The method is based on Peirce’s theory of semiotics and Mayer’s theory of learning. The application of the method is demonstrated using a brief example.
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Introduction
System development projects commonly involve multiple stakeholder groups. Typically, users and developers form the main groups. Communication among project participants takes place by means of, or is supported by, various system development artifacts (Kung and Solvberg, 1986). In traditional, well structured development approaches such as the waterfall model and the Unified Process (Hunt, 2000), these artifacts may be formal or informal models of the problem domain or software system. In agile methodologies (Beck, 2000), the development artifacts may be user stories, and in rapid application development approaches, they may be prototypes.

These development artifacts may serve different communicative purposes. For example, a conceptual domain model is used to convey understanding of the problem domain between users and developers (Kung and Solvberg, 1986). User stories are used to convey and confirm understanding of the expected functionality of the final software system between users and developers (Beck, 2000). In all cases, mutual understanding of these different aspects by all participating stakeholders is necessary for the success of information system development (Iscoe et al., 1991; Jackson, 1995; Offen, 2002).

For example, given a user story in eXtreme Programming, both the developers and the users should have the same understanding of what this user story implies for the final system, in order for the development effort to be successful. Similarly, a conceptual model in system analysis should convey the same understanding to the developers and the users or other stakeholders. Hence, during the lifetime of a development project, users and developers have to continuously check and revise their understanding of the problem domain, or their expectation of the system’s capabilities, in order for their
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understanding to converge.
In this paper we present a method of measuring mutual understanding among different groups of system development stakeholders, based on a development artifact. We also show how this understanding can be assessed over time and can inform specific changes to the development artifact in order to improve mutual understanding. This method is intended as a tool for project management in the early stages of IS development projects. Here, mixed audiences with different levels of expertise and experience, are brought together to agree on IS development artifacts.

The proposal presented here is the initial proposal in a larger research program. While this paper shows the applicability of the proposed method using a single case and a specific type of development artifact (UML class diagrams), future research will examine other types of design artifacts, a realistic project size and time-line, and assess the specific benefits of the proposal.

The remainder of the paper is structured as follows. In the next section we briefly highlight relevant literature on understanding of development in artifacts in system development. This is followed by the theoretical foundation for our work. We then present our method for measuring and improving mutual understanding of a development artifact. Following this, we give an example application of this method. We conclude the paper with a discussion and outlook to future work.

Previous Work

Understanding of conceptual models has been examined to a great extent in the context of information system analysis. In this context, the artifacts are used for fostering understanding and communication (Kung and Solumberg, 1986). Mylopoulos emphasizes the importance of mutual understanding when he states that “The adequacy of a conceptual modelling notation rests on its contribution to the construction of models of reality that promote a common understanding of that reality among their human users” (Mylopoulos, 1992, emphasis added). Mutual understanding has been shown to be an important factor in reducing risks to system implementation (Offen, 2002) by facilitating requirements engineering and elicitation (Iscoe et al., 1991; Jackson, 1995) and by reducing costly rework later in the development process (Boehm, 1988). Lind and Zmud (1991) showed that a convergence in understanding between technology providers and users promotes organizational innovativeness. Research on understanding of development artifacts has examined the understanding conveyed through data flow diagrams (Hungerford et al., 2004), the effects of the size of the artifact on understanding (Bajaj, 2004), the effect of different modelling options on understanding (Bodart et al., 2001), cognitive integration of multiple development artifacts (Kim et al., 2000; Parsons, 2002), and other human factors (Topi and Ramesh, 2002). Most of these studies have examined understanding of conceptual models, such as UML and ER diagrams, during system analysis.

In the research on understanding of development artifacts, the work by Gemino on operationalizing the concept of understanding has been of particular importance (Gemino, 1999; Gemino and Wand, 2001, 2003, 2005). Gemino’s work builds on work in educational psychology by Mayer (1989). Mayer’s theory of learning proposes that understanding is the outcome of a learning process, and is distinct from comprehension, which is the outcome of the memorization process (Mayer, 1989). Consequently, understanding is demonstrated not by recall from memory, but by application of knowledge to problems beyond those used for training. Hence, Gemino suggests that understanding can be measured by examining problem solving performance, rather than comprehension performance (Gemino, 1999). For example, Evermann and Wand (Evermann and Wand, 2006) use five problem solving questions to determine understanding of a UML class diagram. In fact, comprehension or recall from memory have been shown to be distinct from problem solving in all studies that employed Gemino’s operationalization of understanding (Bodart et al., 2001; Burton-Jones and Meso, 2002; Evermann and Wand, 2006; Gemino and Wand, 2001, 2003, 2005).

Theoretical Foundation

As discussed in the introduction, software development is an imperfect process whose success relies heavily on the mutual understanding of the various stakeholders involved. Mutual understanding between stakeholders is generally not present at the start of the project. Every stakeholder group may be proficient in a different domain, i.e. the users in their domain and the developers in developing computer systems. Due to the different backgrounds of the stakeholders, and their different proficiencies, there will inevitably be mismatches in the way they interpret various artifacts. Developers who are trained to develop and understand object models created during the development process can not expect their users, with no software
development training, to attach the same meanings to those artifacts. Yet, it has been shown that mutual understanding between stakeholders is achievable by means of adequate communication — a dynamic process of exchanging information (Clark and Brennan, 1991).

In the study of semiotics (the doctrine of signs), the American philosopher Charles Sanders Peirce (Peirce, 1931) developed a model that showed a sign can have an intended meaning and a meaning generated by an independent observer. These two meanings may not necessarily coincide and studies have shown that this implies a failure on the part of the creator of the sign to communicate some message. Looking at Peirce’s model in more detail, we see that a sign is a triadic relationship of three parts: the representamen, the object, and the interpretant (Figure 1 (a)). The object is what is to be denoted or signaled, what the sign is intended to represent. It is the meaning or understanding attached to the sign by its creator. The representamen is the physical signal or sign, the artifact that is created to represent the object. The interpretant is the understanding or meaning created in the mind of the perceiver of the sign. During the development process, developers may create artifacts, such as UML diagrams or user stories, as signs to communicate their understanding of certain aspects of the system to the user. The object of a development artifact is the understanding that the developer intends to communicate by means of the artifact. The interpretant is the understanding that the artifact creates in the mind of the user, while the representamen is the actual development artifact.

![Figure 1. Peirce’s elements of the sign](image)

From Peirce’s model it is clear that the nature of the sign is such that there may be a mismatch between the object and the interpretant, e.g. the understanding of the user and the understanding of the developer, which is the case when the creator of the sign’s intended meaning is different from the understanding of the perceiver. This mismatch can occur both in the amount of understanding (quantity), as well as in the kind of understanding (quality). Figure 1 (b) shows how these differences can be understood in terms of Peirce’s triangle of meaning, as the differing lengths of the sides (quantitative difference), and the angle formed by the sides of triangle (qualitative difference).

In the context of a software development process, when the users’ understanding of a development artifact is different from that of the developers, it could lead to unfulfilled expectations of the eventual system for both parties. To avoid such an undesirable outcome, this mismatch in understanding needs to be resolved through continued refinement and testing of the sign and the understanding. We therefore propose a method to not only measure how closely the user’s perceived meaning matches the developer’s intended meaning of the artifact, but also to track the changes in understanding over time. The method’s dynamic ability to track these changes allows us to identify specific ways of improving the artifact.

**Proposed Method**

Building on Mayer’s theory of learning (Mayer, 1989) and following the work of Gemino (Gemino, 1999), reviewed in above, we propose to operationalize meaning in terms of understanding. We point out two important aspects of previous
work that lend themselves to extension. First, prior work operationalized understanding as uni-dimensional. It was quantified in a single, scalar, number. Second, the understanding was assessed against an assumed correct standard, based on the researcher’s understanding and validated against secondary experts. The following subsections describe our extensions of these two aspects.

Understanding as a Multidimensional Concept

First, we extend the dimensionality of the understanding construct. Previous work (reviewed above) used multiple problem solving questions, the scores on those questions were averaged or summed to form a uni-dimensional measure expressing the amount of understanding. For example, Evermann and Wand (Evermann and Wand, 2006) use five problem solving questions to determine understanding of a UML class diagram. For their further analysis, they use average scores. While we are interested in the amount of understanding conveyed by a development artifact (quantity), we are also interested in the type of understanding conveyed by a development artifact (quality). Thus, we understand each question as a unique dimension of understanding, in effect leading us to characterize understanding as a vector in an n-dimensional understanding space. Figure 2 shows such an understanding vector in an example 3-dimensional understanding space, spanned by the example dimensions of functionality, data content, and security. We emphasize that the dimensions of understanding depend on the purpose of the development artifact. For example, user stories in extreme programming are intended to convey functionality of the final artifact, while UML sequence diagrams may be used to convey information about the real-time behaviour of a particular method implementation. Consequently, different dimensions of understanding are necessary.

![Figure 2. Example n-dimensional understanding](image)

Mutual Understanding

Second, rather than comparing the understanding of a group of development stakeholders against an assumed correct standard (e.g. as interpreted by experts), we extend the methodology to compare the understanding arrived at by two groups
of development stakeholders, typically users or clients and developers or analysts. However, these may also be two groups of developers or two groups of users, etc. While it may be argued that giving up an external, objectively "correct" standard understanding can lead to both groups arriving at mutual understanding of the "wrong" type, real projects do not provide any external, "correct" understanding. Instead, it is the developers' understanding of users' requirements that is necessary for successful development.

These two extensions allow us to assess both the quantitative and qualitative differences in understanding, i.e. differences in the amount of understanding as well as differences in the kind of understanding. We contend that while quantitative differences, as measured by previous work, are important, it is the qualitative differences in understanding that are most important to confirm the customer’s or user’s expectations. In other words, while the depth of understanding of a domain is important, it is differences in the kind of understanding that are damaging to project success.

We operationalize the differences in understanding in terms of characteristics of the understanding vectors $\phi_1, \phi_2$ in an $n$-dimensional understanding space. The quantitative understanding of each party is the length $|\phi|$ of an understanding vector. Consequently, the quantitative difference in understanding is the difference in the lengths of the understanding vector:

$$\Delta_{\text{quan}} = \text{abs}(|\phi_1| - |\phi_2|)$$

We define the angle $\theta$ between the two understanding vectors $\phi_1, \phi_2$ as the qualitative difference in understanding.

$$\cos(\theta) = \frac{\phi_1 \cdot \phi_2}{|\phi_1||\phi_2|}$$

$$\Delta_{\text{qual}} = \theta$$

Figure 3 shows two example understanding vectors in an example 3-dimensional understanding space, and the angle $\theta$ between them, signifying the qualitative difference between the two understanding vectors.

![Figure 3. Angle between two understanding vectors](image-url)
In the context of system development, it is important that the understanding of a design artifact by users matches the developer’s understanding of the design artifact. As this is unlikely to occur immediately, it becomes necessary to track both qualitative and quantitative differences in understanding across time.

While tracking differences over time is necessary, it is not sufficient to merely measure qualitative understanding. A further necessary condition is the ability to use the identified differences in understanding to identify problematic aspects of the understanding. By maintaining the understanding vectors of both parties, rather than collapsing them into a uni-dimensional numbers, we can identify the dimensions of greatest differences. For example, Figure 4 (following page) shows the differences between two understanding vectors $\phi_1$, $\phi_2$ as projections on each understanding axis.

![Figure 4. Example differences in individual understanding dimensions](image)

The final necessary condition for improving mutual understanding is the requirement of traceability back to the development artifact. To effectively alter the development artifact to ensure qualitatively convergent understanding, it is necessary to be able to trace each dimension of the understanding vector to that particular aspect of the development artifact that most heavily influences understanding on that dimension. Figure 5 on the following page illustrates how each problem solving question measures understanding on one dimension of the understanding space. In turn, each dimension of the understanding space is traceable to a clearly defined aspect of the development artifact.

In this paper, we focus on analysis artifacts, as the dimensions of understanding are well understood from prior research. However, the method is also applicable to other development artifacts, such as user stories or use-case descriptions, rapid application prototypes, and software design specifications. Each of these artifact types requires adapting the problem solving questions to the particular purpose of the artifact and (re-)validation. In summary, this section has discussed some requirements for the problem solving questions:

- They must be related to relevant dimensions of understanding the domain. Relevance depends on the type of understanding that is considered most critical to project success and is therefore application dependent.
- They must refer to a specific aspect of the development artifact, so that traceability is ensured
They must be understandable to and answerable by all involved stakeholder groups. Hence, project management needs to establish the relevant dimensions and questions in consultation with all involved stakeholder groups, and provide a process to measure mutual understanding over time. The specific questions depend on the purpose of the project, the type of development and the purpose of the development artefact.

Figure 5. Traceability from understanding dimension to development artifact

Demonstration
We demonstrate the application of this method to object-oriented system analysis. The proposed method of measuring mutual understanding is a tool for project management in the early stages of IS development, e.g. during analysis and design. It allows project managers to assess whether diverse groups of stakeholders agree in their understanding of development artifacts. This demonstration is therefore best understood as a single case study that demonstrates the application of a project management tool that is based on IS research methods (Gemino, 1999; Gemino & Wand, 2001; 2003; 2005), rather than as an experimental study. The results presented here indicate the feasibility of the proposed method and demonstrate how it could be applied. Further research on this method is required to evaluate its use in different project contexts, e.g. for different stakeholder groups, different development artifacts, etc.

The example study involved two diverse groups of participants: Computer science students (being surrogates for developers) and business students (being surrogates for customers or users). Each participant was given the UML class diagram for a car-rental domain taken from (Fowler and Kendall, 2000), shown in Figure 6.

The application to class diagrams is for illustration purposes only. We recognize that the communication between users and developers is not necessarily based on class diagrams but may involve user stories, use cases etc. Our method is applicable to these kinds of development artifacts as well. Also, the method does not examine whether class diagrams in general are understandable by the involved stakeholder groups, but rather whether the content conveyed by a particular class diagram is understood in similar ways.

In this case, the UML class diagram’s purpose was to convey understanding about the problem domain. Consequently, the problem solving questions were designed to test for understanding of the car-rental domain. The following five questions were designed with references to the requirements for such questions stated above, and cover all aspects of the initial diagram.

1. Suppose that a customer arrives for pick-up but no car is available. What could have happened?
2. Suppose a customer receives two invoices. What could have happened?
3. Suppose a car which is reserved for a customer is being sold at auction. How could this have happened?
4. Suppose a customer is not billed for a reservation? What could have happened?
5. Suppose that a customer wants to extend his rental period. What could go wrong?

The problem solving questions were patterned after Gemino’s work (Gemino, 1999, Gemino and Wand, 2001, 2003, 2005). Each of the problem solving questions refers to a specific aspect of the original diagram. Note that the diagram contains many more than five elements, so that it is not possible to trace from each question to a single diagram element, but only to a set of related diagram elements.

Subjects in both groups were asked to answer the questions. The average number of correct answers per subject for each question for each of the two groups formed the raw scores for further analysis. To compute the differences in understanding,
the two understanding vector of scores on the five questions were first normalized to unit length, in order to make the differences on individual dimensions comparable. The column "Diagram 1" of Table 1 shows the differences between the two groups on the first diagram. The qualitative difference in understanding (angle between the two vectors) was 24.2°. The quantitative difference in understanding (difference of the vector lengths) was only 0.3.

Table 1: Differences in understanding

<table>
<thead>
<tr>
<th>Question</th>
<th>Differences</th>
<th>Diagram 1</th>
<th>Diagram 2</th>
<th>Diagram 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>0.11</td>
<td>0.17</td>
<td>0.09</td>
<td></td>
</tr>
<tr>
<td>2</td>
<td>0.26</td>
<td>0.05</td>
<td>0.05</td>
<td></td>
</tr>
<tr>
<td>3</td>
<td>0.11</td>
<td>0.15</td>
<td>0.06</td>
<td></td>
</tr>
<tr>
<td>4</td>
<td>0.04</td>
<td>0.13</td>
<td>0.01</td>
<td></td>
</tr>
<tr>
<td>5</td>
<td>0.01</td>
<td>0.09</td>
<td>0.14</td>
<td></td>
</tr>
</tbody>
</table>

Table 1 shows that initially the primary understanding problem was with the second dimension, regarding the invoices (emphasized). Participants show smaller differences on the remaining four understanding dimension. The second understanding dimension is assessed by the second problem solving question. This question can be traced to the class "Invoice" that is associated with the class "Reservation". Hence, the class diagram was modified (Figure 7) to address the issues identified by the problem solving questions. As the length of the understanding vectors of both groups was relatively small (3.1, 2.8), more detail was introduced overall to determine whether this would improve quantitative understanding. The relevant excerpt of the resulting diagram is shown in Figure 7.

![Diagram](image)

**Figure 7. Excerpt of intermediate class diagram corresponding to understanding dimensions 2 (problem solving question 2)**

In order to avoid carry-over and learning effects that might obscure the effect of diagram changes, two different groups of participants were used to examine this second diagram. While we prevented such effects for demonstration purposes, they are
not a problem in a real application of this method, as they work towards common understanding.

The column "Diagram 2" of Table 1 shows the differences between the two groups. While this diagram shows a reduction in the divergence on the second dimension, the understanding differences on other dimensions have increased. Especially the first understanding dimension, focusing on car scheduling, now shows major differences (emphasized in Table 1). Consequently, a further modification was undertaken. As expected, due to the inclusion of additional model detail, the amount of understanding, described by the length of the vector, increased significantly for business students, from 2.8 to 7.5, but did not for computer science students (3.1 to 2.7). Despite these differences in quantitative understanding, their qualitative understanding has converged.

Figure 8 shows an excerpt of the final modifications of the class diagram. This diagram was examined by a third group each of business and computer science students, different again from the second groups. The results are shown in the final column of Table 1 and show a divergence of only 10.8°. The data shows only minor differences on each dimension.

To determine which group's understanding was affected more by the changes, we examine the differences between the three understanding tests within the groups (Table 2). The quantitative understanding of the domain by computer scientists of the three diagrams remains relatively stable with the lengths of the understanding vectors varying by 0.4 and 0.2 (Table 2) between the three diagrams (from 3.1 on Diagram 1 to 2.7 on Diagram 2 to 2.9 on Diagram 3, Table 1). The angle between the first and second understanding vector of computer science subjects was 4.4° and that between the second and third understanding vector was 9.9° (Table 2). This indicates that also the qualitative understanding for the three diagrams changed little for computer science subjects.
Table 2. Differences in qualitative understanding (within developer groups)

<table>
<thead>
<tr>
<th>Differences between Diagrams</th>
<th>Diagram 1 → Diagram 2</th>
<th>Diagram 2 → Diagram 3</th>
</tr>
</thead>
<tbody>
<tr>
<td>Δ_quan (CPSC)</td>
<td>0.4</td>
<td>0.2</td>
</tr>
<tr>
<td>Δ_qual (CPSC)</td>
<td>4.4°</td>
<td>9.9°</td>
</tr>
<tr>
<td>Δ_quan (BUSI)</td>
<td>4.7</td>
<td>3.0</td>
</tr>
<tr>
<td>Δ_qual (BUSI)</td>
<td>27.7°</td>
<td>20.6°</td>
</tr>
</tbody>
</table>

On the other hand, for business subjects, the length of the understanding vectors is highly variable (2.8, 7.5, 4.5, Table 1). Also, the angles between the first and second understanding was 27.7° and that between the second and third understanding vector was 20.6° (Table 2). These large angles show that the qualitative understanding changes considerably between the three diagrams. Consequently, the convergence towards mutual understanding is largely due to the changing understanding of the domain by business subjects.

Discussion and Conclusion

We have developed a new method to improve common understanding of IS development artifacts over time. The proposed method of measuring mutual understanding is a tool for project management in the early stages of IS development, e.g. during analysis and design. It allows project managers to assess whether diverse groups of stakeholders agree in their understanding of development artifacts and to track and improve mutual understanding over time. The method is intended for use in actual project teams, whose size may range from less than five to only a few dozen members in large teams.

We have demonstrated the application of this method to object-oriented system analysis. Note that this is not an experimental study in the sense of a rigorous scientific experiment. Instead, we have shown a single case that demonstrates the application of the method. Therefore, the results presented here only indicate the feasibility of the proposed method and demonstrate how it could be applied. Further research on this method is required to evaluate it in different project contexts, e.g. for different stakeholder groups, different development artifacts, etc.

The proposed method shows how a technique that was originally developed for IS research (Gemino, 1999; Gemino and Wand, 2003; 2005) can be extended and applied in IS development practice. One of the contributions is therefore the knowledge transfer from research to practice. However, the extensions presented in this work can also contribute back to the field of IS research where the notion of understanding is used, so that a contribution to research is also made. The example case has shown that the technique is applicable and can yield considerable insight into the understanding of development artifacts. To project management, it becomes obvious whether agreement among stakeholders exists, what hinders any agreement, and what parts of the artifact need modification to increase the agreement in understanding.

We have shown the process of applying this method in a single domain using three iterations of a specific development artifact. Further research is necessary to extend this over the lifetime of an entire project and across multiple development artifacts. For example, a typical project might involve multiple UML diagrams, involve multiple prototypes, or user stories, etc. Realistic projects are also likely to involve more than three iterations of an artifact.

Finally, while we have shown the feasibility of this approach, future research will examine the impact on project success. The impact should be quantifiable in terms of development duration, reduction of re-work, or similar measures.
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