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Abstract

Many organizations are struggling between the fast delivery of new software and quality assurance. Software testing plays a key part in the quality assurance of software systems. Formal testing techniques increase software quality and, at the same time, reduce software development cycle time. This article presents a methodology for the identification and definition of black box test cases based on the functional requirements of a software system. The methodology is applied during the initial phases of software development. The method involves analyzing system requirements and constructing a functional description graph to organize these requirements.

Introduction

Until recently, many software companies have focused on the fast delivery of software products rather than quality assurance. The result is inadequately tested products that have unpleasant surprises for customers (LaMonica, 1995). Testing is a central concept to the construction of quality software. The cost and quality benefits of conducting testing from the very initial phases of a software development project are well known and documented (Kit 1997). If there is an error in the requirements or the functional design of the system, the cost of fixing such an error at a late stage in development is immense compared to finding and fixing the error at an earlier phase (Pressman, 1997). An effective process in place for software testing will resolve the dilemma of inadequately tested products. Software testing must be an integrated part of the entire software development process (Kit 1997).

The Process Overview

The methodology introduced refines information contained in the business requirement of a software system. The requirements are described as a set of functional requirements. In the general domain of information, business, or transaction processing, these functional requirements reflect the individual requirements of the business process being modeled. The first product derived is a graphical model of the functional requirements. Each functional requirement is investigated separately. The attributes of each functional requirement are identified from domain analysis and requirements documentation. Attributes that are necessary for the functional requirement are on AND-links and optional attributes are on OR-links. The AND-links are represented with a horizontal arc connecting the links. OR-links are left unconnected.

With this functional requirement model and the requirements documentation, the inter-relationships between each attribute is assessed. A matrix (upper triangular) describing these relationships is constructed. Each element of the matrix, \( R_{ij} \), has a value over a discrete range representing the level of interdependence. Typically this range is represented mnemonically as none, weak, mild, or strong. If two...
attributes are strongly related in the problem domain, then this is noted. The matrix is therefore symmetrical and the diagonal values represent the trivial relationship of an attribute with itself.

These two products (functional description graph and relationship matrix) are a concise representation of the requirements describing relationships in an easy to understand graphical manner. From these representation the test cases necessary for adequate coverage of the concepts can be systematically derived. The relationship matrix is used in conjunction with the functional description graph to determine the necessary test cases. The relationship matrix is used in conjunction with the functional description graph to determine the necessary test cases.

Interdependencies and inter-dependencies can easily be uncovered and view between functional attributes. This allows for the reduction and fine-tuning of test sets. As the domains of attributes become clear, equivalence relationships can also be taken advantage of to reduce the number of test cases.

A Real World Example

The following example is from the domain of licensing and registration of motor vehicles. This example is taken from an actual software project implemented for a U.S. State department of transportation. In particular the business requirement dealing with adding a registration to the database will be investigated in this example for the development of test cases. A number of attributes and their domains for the Add-Registration are denoted.

First a model of Add-Registration is given describing the entire problem space. The functional description graph for Add-Registration is given in Figure 1. The graph describes the Add-Registration as having three necessary attributes, namely Registration Type, Vehicle, and Customer. The details of each of these attributes can be described themselves in detail by a functional description sub-graph. Each attribute may in turn be a complex concept composed of multiple attributes. This allows for levels of abstraction in the representation that are manifested in the domain knowledge and requirements documentation. Also as independent concepts become apparent, their
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general number of test cases that will be required to reasonably test the requirement:

- **Strong**: 100%
- **Mild**: 50% to 100%
- **Weak**: 0% to 50%
- **None**: 0%

The number of test cases needed to cover the Add-Registration will now be examined. An upper bound estimate in the number of test cases can be computed with respect to this model. A test case is considered as a specific set of attribute values that tests a given logical situation. For example, a test could be devised for a particular plate type and vehicle type. These sets of attribute values represent an instance of the entire possible input values.

The estimate is computed by multiplying the sizes of each attribute domain together for the necessary attributes (AND’ed links), then adding together optional (OR’ed) parts. One of the main objects here is to find the minimal set of test cases necessary. By identifying the relationships between attributes a large number of test cases can be thrown out as meaningless.

The authors have found this process of easy determination of meaningless tests to be very valuable in practice. Often time’s developers did not see the relationships and thus conducted a large number of useless test cases. The relationship matrix labels the relationships between attributes within Add-Registration with a simple strong, weak, or none. Some of the relationships are labeled as weak-none which represent a very weak (or no) relationship between the attributes.

<table>
<thead>
<tr>
<th>Reg. Type</th>
<th>Vehicle Use</th>
<th>Tab Type</th>
<th>Vhcl Exmptn</th>
<th>Reg. Status</th>
<th>Customer Exmptn</th>
<th>Vehicle Type</th>
<th>Plate Type</th>
<th>Plate Status</th>
<th>Title</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reg. Type</td>
<td>None</td>
<td>None</td>
<td>Mild</td>
<td>Mild</td>
<td>Weak</td>
<td>None</td>
<td>Mild</td>
<td>Weak</td>
<td>Strong</td>
</tr>
<tr>
<td>Vehicle Use</td>
<td>None</td>
<td>None</td>
<td>Mild</td>
<td>None</td>
<td>Weak</td>
<td>None</td>
<td>Weak</td>
<td>None</td>
<td>None</td>
</tr>
<tr>
<td>Tab Type</td>
<td>None</td>
<td>Mild</td>
<td>Strong</td>
<td>None</td>
<td>None</td>
<td>None</td>
<td>Weak</td>
<td>None</td>
<td>None</td>
</tr>
<tr>
<td>Vhcl Exmptn</td>
<td>Mild</td>
<td>Weak</td>
<td>Mild</td>
<td>Mild</td>
<td>Mild</td>
<td>Mild</td>
<td>Weak</td>
<td>None</td>
<td>None</td>
</tr>
<tr>
<td>Reg. Status</td>
<td>Mild</td>
<td>Mild</td>
<td>Mild</td>
<td>Mild</td>
<td>Mild</td>
<td>Mild</td>
<td>Mild</td>
<td>Mild</td>
<td>None</td>
</tr>
<tr>
<td>Customer Exmptn</td>
<td>None</td>
<td>None</td>
<td>Mild</td>
<td>None</td>
<td>Mild</td>
<td>Strong</td>
<td>Weak</td>
<td>None</td>
<td>Strong</td>
</tr>
<tr>
<td>Vehicle Type</td>
<td>None</td>
<td>Strong</td>
<td>Weak</td>
<td>Strong</td>
<td>Weak</td>
<td>None</td>
<td>None</td>
<td>None</td>
<td>None</td>
</tr>
<tr>
<td>Plate Type</td>
<td>Weak</td>
<td>Strong</td>
<td>None</td>
<td>None</td>
<td>None</td>
<td>None</td>
<td>None</td>
<td>None</td>
<td>None</td>
</tr>
</tbody>
</table>

Figure 2. Relationship Matrix for the Add-Registration requirement. An identifier that describes the relative strength of the relationship between the two attributes labels each element. If there is a large amount of dependence between two attributes (e.g., Title and Plate-Type) then the corresponding element is labeled as such.

Conclusions

The testing methodology describe here represents a practical means of identifying the size and magnitude of the amount of testing needed for a software system based on its functional requirements. The method, having been applied to a number of problems in industry, is a robust and easily applied method that results in valuable information to the system developers.
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