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Abstract. Packaged software development (PSD) is largely a knowledge-intensive activity. Thus, it depends on the organizational capability of developing and combining market and technical knowledge into timely and competitive software products. Given customers' situated knowledge of the software, software firms increasingly seek new ways to involve customers in their software development activities. As highlighted in the literature, one path for doing this is to use online communities. However, there exists little empirical research that examines the role that communities can play in the commercial endeavor of PSD. To address this omission, this paper examines the benefits and limits of online community use in PSD as it unfolds at the intersection between commercial software firm practices and voluntary community participation. On the basis of this examination, the paper presents implications for both research and practice.
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1 Introduction

Packaged software is an increasingly important form of information technology. Already in 1998, packaged software was the fifth largest industry in the US (Sawyer 2000), and it is now widely used by both business organizations and consumers. Sold by vendors, distributors or stores, packaged software (also known as shrink-wrapped, commercial off-the-shelf, or commercial software) can be distinguished as tradable software products that are designed to be easily installed and to interoperate with existing system components (Abts 2002).

Developing packaged software is largely a knowledge-intense activity (Clegg et al. 1996), driven by time-to-market demands in that breaking new ground is conceived critical for competitive advantage (Zachary 1994). Such development is conducted by developers that typically hold line positions making them central to firm performance (Sawyer 2000). Rather than holding supportive staff functions, packaged software developers are more center-stage than most IT staff in that they often possess the core competence central to the software firm’s competitiveness (cf. Hamel and Prahalad 1994).

Given the centrality of packaged software development (PSD), software firms continuously seek new ways to improve their development processes (Humphrey 1989; Mathiassen et al. 2002). Recently, customer involvement has been recognized as a means to leverage PSD (see e.g., Keil and Carmel 1995; Sawyer 2000). While its equivalent in custom IS development—user involvement—is a well established ingredient in both literature and practice (see e.g., Carmel and Sawyer 1998; Greenbaum and Kyng 1991), however, customer involvement in PSD is yet to gain momentum. Such involvement is fairly uncommon and often based upon indirect links such as intermediaries or customer surrogates (Keil and Carmel 1995).

The relative rareness of customer involvement in PSD can be associated with at least two customer involvement barriers. First, PSD is characterized by geographically distant customers (Sawyer 2000), making face-to-face interaction difficult to achieve. Second, packaged software customers are unknown (Grudin 1991) in that they are not part of any coherent use context. The development context of packaged software is clearly separated from the use context, i.e., there are no consistent organizational processes or structures at hand when representing customers. Instead, there are multiple, sometimes conflicting, individual needs and requirements to take into consideration when developing packaged software for a mass market.

In view of these barriers, software firms increasingly develop and deploy online communities for aligning customers with their PSD processes. In such
communities, customers can engage in beta testing of nearly finished software as well as in more comprehensive activities including customer-driven software development and maintenance (Holmström 2001). In this regard, online communities can facilitate the engagement of competent but distributed customers in developing, testing, and modifying software (Lee and Cole 2003). Such communities can also support the development of a better comprehension of customer perspectives on the software. In other words, online customer communities can be understood as a means of overcoming geographical distance and the lack of a coherent use context characterizing packaged software customers.

As documented in the literature on distributed product development, development efforts involving loosely coupled individuals and groups rely on a capability to convert the collective knowledge possessed into appropriate action for improving the product (Nambisan 2002; Orlikowski 2002). For example, in successful open source communities, this capability is a natural and important element in successful development of software (Lee and Cole 2003; Ljungberg 2000). In PSD, however, firms face a number of challenges as they attempt to benefit from customer communities. The main problem is the inherent tension between the motivational structures of commercial software firms and those of voluntary community participation. Indeed, our previous case study research of a computer game firm documents attempts to benefit from customer communities in developing packaged software (Holmström, 2001; Henfridsson and Holmström, 2002). However, our research also highlights sensemaking and customer role difficulties with community use.

On the basis of a longitudinal case study at Daydream Software, this paper explores the role of online communities in PSD. In particular, we focus on the inherent tension that unfolds at the intersection between commercial software firm practices and voluntary community participation. To this end, we adapt Newman and Robey’s (1992) social process model of user-analyst relationships to the PSD context. We then use this model for better understanding the prospects and limits of developer-customer relationships in community-enabled PSD.

2 Customer Community Knowledge in PSD

Developing packaged software is largely a knowledge-intense activity (Clegg et al. 1996). Thus, it depends on the organizational capability of developing and combining market and technical knowledge into timely and competitive products (Andreu and Ciborra 1996; Prahalad and Hamel 1990). Indeed, the
packaged software industry is dominated by time pressures (Sawyer 2000) in that breaking new ground is often conceived critical for generating return on investment (Zachary 1994). Contrary to custom IS development, the success of the packaged software industry’s products is measured by profit and market share, underscoring the challenge of either developing a large installed base or creating new market opportunities (Sawyer 2000).

In quest for competitive advantage, software firms continuously seek new ways for improving their PSD processes (Mathiassen et al 2002). Apart from efficiency measures applied to increase staff effectiveness and lower rework time (Little 2004), PSD can benefit from leveraging customer involvement and input (Keil and Carmel 1995). Indeed, many of the best ideas for product improvements come from customers (Finch 1999; Von Hippel 1986). In possessing situated knowledge of the software, customers constitute an important resource for improving PSD in that they can co-produce the software. Nam- bisan (2002) portrays this as ‘knowledge co-creation’, highlighting the centrality of knowledge produced in developer-customer relationships for gaining competitive advantage over time (see also e.g., Keil and Carmel 1995).

Customer knowledge about software is characterized by its situational nature. As recognized by Brown and Duguid (2001), what individuals know reflects the social context in which knowledge is acquired and applied. Within the scope of this paper, customer knowledge emerges from everyday software use. Hence, it reflects not only the particular circumstances and different purposes of software use but it also conveys necessary technical competence such as hardware and software configuration skills. As such, this type of knowledge is enacted in the moment (Orlikowski 2002), reflecting the capability of individuals or groups to transform their situated software knowledge into meaningful action. Such transformation is achieved through continuous reconstitution (Orlikowski 2002) and renegotiation (Wenger 1998) of meaning. Thus, customer knowledge is something that is achieved, not given, and it emerges from people’s ongoing reflection, experimentation, and improvisation within the (software) practice of which they are part (Orlikowski 2002).

Online communities can be considered as important mediators of software customer practices (Lee and Cole 2003). Whether online or not, communities work as repositories for the development, maintenance, and reproduction of knowledge (Brown and Duguid 2001). In this vein, we refer to community knowledge as the situated software knowledge (e.g., design, graphics, and hardware/software configuration skills) manifested in the practice of a group of distributed software customers. While a community’s knowledge is not held equally by all members but shared across the community, participation gives access to the collective knowledge generated within the community (Brown and Duguid 2001).
In order to integrate community knowledge in the PSD process, however, software firms need to initiate actions intended to use community knowledge. Throughout this paper, we refer to such actions as community interventions. First, knowledge building denotes interventions made by the software firm intended to support software customers’ creation and sharing of situated software knowledge. Such interventions can consist of setting up websites and active participation in the forums of such sites. In this context, however, it might be noted that creation and sharing of situated software knowledge is relatively independent of what a software firm does to promote it. As long as the boundary object—the software—attracts enough committed customers there typically will be customers internalizing situated knowledge from software use, which a significant portion of them will share with others (Ljungberg 2000). In other words, the willingness and capacity of creating and sharing situated software knowledge is something that resides naturally within a popular online community.

Second, improving PSD cannot merely come from knowledge building. It also depends on a capability of the software firm (1) to stimulate customers’ willingness to express their knowledge, and (2) to incorporate the knowledge expressed in the PSD process. This knowledge elicitation capability can be referred to as interventions made by the software firm for making sense of customer-generated input. In this regard, the software firm needs to develop organizational arrangements with which they are able to transform customer input into meaningful improvements of the software (Henfridsson and Holmström 2002). These arrangements involve a sensemaking capability (Weick 1979) attentive to the knowledge built in light of perceived business needs.

Finally, knowledge exploitation refers to the firm’s implementation of software improvements on the basis of elicited customer knowledge. As in any product development process, this process is influenced not only by organizational factors such as firm culture, but also environmental factors including risk capital availability and market forecasts. For example, the individualistic and entrepreneurially-oriented cultural milieu of packaged software development can pose a challenge for implementing product suggestions generated by customers (Carmel 1997; Sawyer 2000).

3 The PSD Challenge: Business Meets Volutarism

There are different ways to access customer knowledge in PSD. Traditionally, customer knowledge is collected through indirect links such as intermediaries.
or customer surrogates (Keil and Carmel 1995). Popular developer-customer links noted by Keil and Carmel include support lines, marketing and sales, trade shows, and focus groups. In this regard, Microsoft has invested considerable energy in making customer support be part of its software improvement (Cusumano and Shelby 1995). Indeed, the world-leading software firm has developed a whole set of customer input types covering the product development cycle from requirements gathering to product refinement.

One central finding in Keil and Carmel’s (1995) study is the importance of reducing the proportion of indirect developer-customer links in favor of more direct links. While most of Microsoft’s links documented in the study by Cusumano and Shelby are indirect links, online communities are a type of direct developer-customer link with potential value for software firms. One important source of inspiration for software firms that consider community-based customer links is the tremendous success for open source communities (see e.g., Feller and Fitzgerald 2001; Lee and Cole 2003; Ljungberg 2000). The prospect of involving thousands of committed and competent volunteers in the PSD process is tempting. Given that online communities were pioneered as virtual places in which people meet to socialize, exchange experiences, and enjoy the possibility to establish relationships without any exposure to commercial interests (see e.g., Markham 1998; Rheingold 1994); a key challenge in such efforts is the tension between the organizing principles of commercial software firms and those of voluntary community participation.

Indeed, there exist significant differences between firm-based and community-based models of knowledge creation. These differences are manifested in organizing principles such as intellectual property ownership, membership restriction, authority and incentives, knowledge distribution, and mode of communications (Lee and Cole 2003). An important source of these differences is the locus of action. For instance, the firm-based model of knowledge creation assumes the firm to be the boundary of efforts to stimulate learning. This assumption plays out as a firm-centered knowledge ownership view that fosters a culture in which knowledge distribution is restricted outside firm boundaries.

Given the gift-culture and its associated motivational structures that drives open source communities (Bergquist and Ljungberg 2001), attempts to benefit commercially from community use are associated with paradoxes. As idealized models of knowledge creation (see Lee and Cole 2003), these paradoxes seem virtually irresolvable. In this regard, we take heart from recent research suggesting that so-called hybrid models can be a plausible way forward for commercial software firms to foster community practices similar to those found in open source (Sharma et al. 2002). Although we take this suggestion as an inspiration for our research, however, we find Sharma et al.’s view...
unsatisfying in that they do not explore the possibility of such practices in an online community context. The next section outlines a social process model that function as our basis for such an exploration.

4 Towards a Process Model of Community Use in PSD

In using online community knowledge, software firms seek to stimulate collective idea generation and product conceptualization among geographically distant customers (Nambisan 2002). Given the tension between the organizing principles of commercial software firms and those of voluntary community participation, such use can be seen as a process marked by varying degrees of customer acceptance of the community interventions (knowledge building, elicitation, and exploitation) made by the software firm. Sustained customer acceptance of community interventions over time can be assumed to be essential in successful community use in PSD. In investigating the benefits and limits of community use in PSD, we therefore need to explore relationships between software developer intervention and customer acceptance of such intervention over time. In doing this, we adapt Newman and Robey’s (1992) social process model of user-analyst relationships as a lens through which to understand how such relationships play out in the process of community use in PSD.

Encouraged by Newman and Robey’s (1992, p. 252) remark that the model’s original organizational role differentiation should not be limited to traditional systems development, we differentiate between software developers and software customers (rather than analysts and users) for our purposes. Thus, the social process model of developer-customer relationships specifies that established relationships between developers and customers persist over time as long as critical encounters do not change the current trajectory of a project (Newman and Robey 1992). Viewing software development as a sequence of events consisting of antecedent conditions, encounters, episodes, and outcomes; the model is useful for studying not only the relationship between preceding events and their consequences but also for analyzing possible directions of changing existing developer-customer relationships.

Antecedent conditions are simply the relationship between developers and customers that existed before the community under consideration was established. These conditions are usually governed by relationships that emerged in prior endeavors. In cases in which a software firm initiates a community for supporting their PSD process for the first time, it can be assumed that both the
Software developers are likely to relate to developer-customer link types that they have previously encountered in their professional career. Customers are likely to relate to their experience of participating in other online communities.

Drawing on punctuated equilibrium theory (Gersick 1991), the model depicts a process characterized by periods of stable relationships punctuated by short periods of change. In this regard, the sequence of events that follows from initiating a project (in our case, online community) is divided into encounters and episodes. An episode conceptualizes the beginning and end of a set of events that are related to each other in that they stand apart from other events. Encounters between developers and customers mark breaks in episodes of incremental and fairly stable relationships. These encounters can be described as ‘windows of opportunities’ that are critical to the project’s trajectory (Tyre and Orlikowski 1994).

In view of Newman and Robey’s model, community use in PSD can be analyzed as a social process characterized by episodes and encounters in the relationship between developers and customers (see Figure 1 and Table 1). These episodes include the three different community interventions outlined earlier (knowledge building, elicitation, and exploitation). Given the tension between a software firm’s commercial interest and customers’ voluntary community participation, the software firm’s challenge is to maintain customer acceptance of its attempts to use the knowledge developed, maintained, and reproduced in communities (cf. Brown and Duguid 2001). Successful handling of this relationship on behalf of the software firm can be hypothesized to be central to the possibility of community use in PSD.

Given that our own work (Henfridsson and Holmström 2002; Holmström 2001) and that of others (Keil and Carmel 1995; Sawyer 2000) recognize the promise of customer involvement in PSD, we view our adaptation of Newman and Robey’s (1992) social process model as a way of focusing on the different

Figure 1. A process model of community use in PSD
5 Research Methodology

5.1 Research Site

Daydream Software is a small computer game developer with its headquarters in Umeå, Sweden. At the beginning of this study, the firm employed around 65 people and had developed two computer games: Safecracker and Traitors Gate. The relative success of these two games had attracted a significant international customer base, making an early stock exchange quotation in 1996 possible.
Our selection of Daydream as the case for this research can be traced to a number of factors. Daydream is a software firm that focuses on a type of packaged software, computer games, that must be up-to-date with technological and societal trends. This does not only imply that software developers must be competent in a particular domain but also willing to acquire new knowledge over time. Interaction with software customers in an online customer community can therefore be seen as an important source for acquiring such new knowledge. Moreover, the development and introduction of Daydream’s third computer game—Clusterball—involves a commitment to improve its PSD processes by means of an online customer community—the Clusterball community. This fact coincided well with our intentions to study the role of community use for improving PSD.

The technical basis for the Clusterball community was a web application (www.clusterball.com, see also figure 2) and the game itself. The web application provided electronic discussion forums, fan website links (links to unofficial Clusterball websites), product information, and software downloads. The game included a pre-game chat allowing for players to meet before each gaming session to discuss tactics and to share experiences from previous gaming sessions. Given the ambition to improve Daydream’s PSD process, the Clusterball community represented an attempt to cater for situated customer knowledge.

6 Research Design

The research reported in this paper builds on a 17 month (January 2000 – May 2001) interpretive case study (Klein and Myers 1999). Interpretive researchers examine research phenomena through investigating the different meanings people assign to them (Orlikowski and Baroudi 1991). This procedure builds on that people act-in-the-world on the basis of their subjective and inter-subjective creation of meaning. Whether the meanings associated with the phenomena are factual descriptions of the world is not an issue for the interpretive researcher. What matters is rather the extent to which these meanings can help the researcher understand why people act as they do.

The interpretive case study is particularly suited for studying research contexts in which different actor groups’ views of the research phenomenon can be expected to be divergent. In fact, examining multiple interpretations of the research phenomenon is at the heart of interpretive research (Klein and Myers 1999). In our case, we suspected that the gap between Daydream’s commer-
cial interest and the non-commercial interest of community participants would be central to understand benefits and limits of community use in PSD. Therefore, an interpretive frame of reference would be useful for exploring the prospects of community use in PSD, as these would be reflected in the assumptions, beliefs, and knowledge held by both parties.

The research process consisted of three inter-related phases (see Table 2). First, an exploratory study was conducted. In this, we aimed at getting an initial understanding of Daydream and the context of which the firm was part. During this period we attended company meetings and discussions, reviewed early design documents and spent time observing the work practices of Daydream employees. In this, our aim was to get a comprehension of the setting, culture, and study topic. During this period, we also presented our research interests and the way in which Daydream provided an interesting empirical setting for our work. As a result of this phase, we got an initial understanding of Daydream and its PSD process, as well as a comprehension of their aim of using an online community for involving customers in this process.

Second, and as a significant starting-point for acquiring an insider view of the research phenomenon, the first author of this paper spent most of her time...
working time during 6 months at the Daydream site. Supporting engagement
between researchers and research subjects (Nandhakumar and Jones 1997),
this in-depth study, and the observational studies that were carried out as part
of this, was important impetus for developing a tentative understanding of the
research setting. While observational studies, and the daily documentation of
these, were the main activity during this phase, data sources such as meeting
minutes (formal company meetings and project group meetings) and organiza-
tional documents (technical and design documents, shareholders documents,
press releases, company presentations etc.) were also used to get an enhanced
understanding of Daydream and its PSD process. Furthermore, to gain an
understanding of the community and the relationship between developers and
community members, website data, i.e. community postings, was considered
an important data source throughout the study. On a daily basis, the commu-
nity forum was monitored and postings concerning the game and improve-
ment of this were printed and archived. Especially, postings revealing
developer-customer relationships were of interest. These were used to help us
in our understanding of how knowledge was acquired and exchanged among
developers and customers. Also, the postings revealed the extent to which
developers were active in the community and in what situations there was
developer-customer interaction. In combination with the observations, the
postings admitted for a detailed understanding of the interventions made in the
community and the way in which community knowledge was catered for in
Daydream’s PSD processes. Also, patch specifications, i.e. documents reveal-
ing improvements made to the software, were studied in order to see to what
extent community knowledge resulted in actual software improvements. In
total, six patches were included in the study and each of these was documented
on 1-3 written pages.

Finally, a complementary data collection phase was conducted as a round-
ing-off on our active presence at Daydream. Here, the pre-understanding
gained during the two earlier research phases was used as a basis for perform-
ing qualitative interviews with Daydream employees as well as for designing
an online survey with community members. In all, 11 interviews were carried
out with Daydream employees ranging from managers, marketing people, and
administrators to web designers and developers. All interviews were of an
open character, i.e., we did not direct the interview too closely but instead
allowed the respondents to express their own views in order to gain as much
richness as possible for further interpretation and analysis. The interviews
lasted for about 90 minutes and they were all recorded and transcribed. In
addition to the interviews, the complementary data collection phase consisted
of an online survey that was sent out to 200 Clusterball players ranging from
‘newbies’, i.e., not very experienced players, to ‘grand masters’, i.e., very
experienced players who had registered in the customer database and played
the game the month before the survey was sent out (i.e., October 2000). The
survey, consisting of multiple choice questions as well as free text alternatives,
was distributed in November 2000 and the final answers were collected in
February 2001. With a response rate of 52 percent (104 respondents), the sur-
vey helped us in (1) our understanding of the customers and their apprehen-
sion and application of the customer community for the purpose of knowledge
sharing, and (2) our understanding of the customers’ view on how their knowl-
edge was elicited and exploited by Daydream in the PSD process. However,
while a relatively high response rate indicating a very rich data material, the
result of the survey was a bit of a disappointment. While the multiple choice
questions were carefully answered by a majority of respondents, the free text
alternatives—which were intended to provide us with individual reflections in
similar to those attained when conducting qualitative interviews with Day-
dream employees—were only briefly answered by a minority of the respond-
ents, providing us with limited data material reflecting the view of individual
customers. As a result of this, the online survey was used only as a comple-
ment to other data sources such as observations, interviews and website data,
i.e. community postings. As a result of the complementary data collection
phase we attained an increased understanding of the developer-customer rela-
tionship and the perception of community use as useful for software improve-
ments.

6.1 Data Analysis

The findings generated in this research have emerged as an iterative process
between theoretical conceptions and empirical data (Klein and Myers 1999).
As in most long-term interpretive research, the initial conceptual apparatus—
embracing certain assumptions, beliefs, and rationale—consequently
transformed over time. Our preconceptions, empirical data, and progressive
interpretations of the research phenomenon worked as intertwined elements in
the process of analyzing the case.

The collection and analysis of empirical data were undertaken as parallel
activities, even though the analysis prolonged after ending the empirical work.
Transitions between parts, such as community postings and Daydream’s soft-
ware development context, and wholes such as the knowing-in-practice litera-
ture and the social process model of user-analyst relationships (Newman and
Robey 1992) were necessary to successively formulate our understanding of
community use in PSD. Used as broad categories in our analysis, the know-
ing-in-practice literature (see e.g., Boland and Tenkasi 1995; Tsoukas 1996;
Brown and Duguid 2001; Orlikowski 2002) provided us with an apparatus for our practice-based understanding of concepts such as knowledge, practice, and community. Similarly emerging from iterative transitions between the theoretical model and the data, the selection of episodes and encounters highlighted in the case description was guided by the social process model of user-analyst relationships (Newman and Robey 1992). In this selection, customer

<table>
<thead>
<tr>
<th>Research phase</th>
<th>Data material</th>
<th>Research goals</th>
</tr>
</thead>
<tbody>
<tr>
<td>January – March 2000; Exploratory study</td>
<td>• <em>Observational data</em> (weekly written personal notes)</td>
<td>Initial understanding of Daydream’s PSD process and their intention of involving its customers in this</td>
</tr>
<tr>
<td></td>
<td>• <em>Meeting minutes</em> (project meetings 1/week: duration 1-2 hours))</td>
<td></td>
</tr>
<tr>
<td></td>
<td>• <em>Technical/design documents</em> (specs. of Clusterball software and network configuration)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>• <em>Website data</em> (daily community forum print-outs)</td>
<td></td>
</tr>
<tr>
<td>April – September 2000; In-depth study</td>
<td>• <em>Observational data</em> (daily written personal notes)</td>
<td>Enhanced understanding of Daydream’s PSD process and the developer-customer relationships evident in the online community</td>
</tr>
<tr>
<td></td>
<td>• <em>Meeting minutes</em> (project meetings 2-3/week: duration 1-2 hours)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>• <em>Technical/design documents</em> (specs. of Clusterball software and network configuration)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>• <em>Website data</em> (daily community forum print-outs)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>• <em>Patch specifications</em> (specs. of six software patches)</td>
<td></td>
</tr>
<tr>
<td>October 2000 – May 2001; Complementary data collection</td>
<td>• <em>Qualitative interviews</em> (11 interview respondents: duration 1.5 - 2 hours)</td>
<td>Reveal the role that developers and customers attributed to the online community in terms of leveraging community knowledge in the PSD process</td>
</tr>
<tr>
<td></td>
<td>• <em>Online survey data</em> (104 respondents)</td>
<td></td>
</tr>
<tr>
<td></td>
<td>• <em>Website data</em> (daily community forum print-outs)</td>
<td></td>
</tr>
</tbody>
</table>

Table 2: Overview of research phases and data material in the Daydream study
knowledge was of primary interest and the literature helped us articulating a plausible understanding of this complex phenomenon.

7 The Clusterball Case

7.1 Antecedent Conditions

Daydream’s plan to develop a new computer game was formed in 1998. Since this game was envisioned as the first online game that would be distributed, paid, and played over the Internet, considerable time was invested in developing a new network protocol, micro-payment functionality and a customer relationship management (CRM) application interface. The development of these new and, at that time, immature technologies was both time-consuming and complex, and already at an early stage the game was delayed. At this stage, the PSD process was basically an undertaking between in-house software developers and external technology vendors and consultants. The developer-customer links used at Daydream in the development of previous software packages had been e-mail, focus groups, and trade shows.

7.2 Encounter 1: The Clusterball Website

As the first interface towards customers, the Clusterball website was set-up in early 2000. Since the game was still under development, the website merely contained game information and development progress reports. In other words, the website was primarily an advertising tool, intended to stimulate interest among earlier Daydream customers as well as to provide feedback to impatient investors in the small stock-listed firm. In parallel with the website development, the software was beta-tested by 200 players. These were recruited via the Clusterball website where customers could register in the customer database, as well as via personal contacts among Daydream employees. Approaching the official game release in July 2000, the website was continuously developed to include payment functionality and advanced graphics. At this stage, there were already hundreds of registered members in the Clusterball community.
7.3 Episode 1: Bug-Reporting

Following the game release, customers had immediate concerns with getting the software to work with their various technical configurations. Only during the first month, two patches dealing with installation, start-up/ configuration problems and host errors were released. These patches were direct responses to community postings, revealing the kind of problems typical for software that suffers from tight deadlines (e.g., little time for comprehensive testing). Illustrative postings from this period were:

“Right when the loading screen appears I get an illegal operation and I have to close it. This happens every single time. I have a diamond ViperV550, running 1280x1024 32bit, and win 98. I have had some problems with other games not switching to direct 3d mode but nothing like this. Please help, I'm very annoyed”.

“Hi, My crashes end with: CLUSTERBALL caused an invalid page fault in module CLUSTERBALL.EXE at 015f:0054e7e4. It crashed mid-game. I have a 450 Athlon, 256mb, GeeForce256. Any suggestions? Thanks”.

7.4 Encounter 2: The Community Manager Initiative

Given the customer involvement vision, the early use of the Clusterball community came as a little disappointment. Even though the community was helpful for corrective bug-fixing, this type of customer input reflected immediate customer concerns rather than the developer-customer relationships envisioned in setting up the Clusterball website. Seeking such relationships, Daydream intensified the efforts to keep customers updated with Clusterball information. In complementing general information such as technical specifications, screenshots, and game descriptions; both software developers and marketing people intensified publication of up-dated information including Clusterball news, technical support, and FAQ additions. Indeed, such information was considered necessary for supporting community knowledge building. The manager at the time commented:

“You have to encourage the players, have a dialogue with them and make sure that they can contact us and communicate with us as well as with all the other players...this can be done in electronic forums, on chat-lines or through fan websites developed by individual players and promoted by us.”

To handle the overwhelming amount of customer feedback during the month following the software release, Daydream appointed a ‘community manager” in August 2000. As a link between developers and customers, the community
manager was responsible for stimulating customer feedback as well as to make sure that this was implemented in the PSD process. This activity was considered important for building a sense of trust among customers, whose suggestions then would be better catered for in Daydream’s PSD process.

The community manager viewed himself as a Daydream representative in the community, directed at encouraging customer feedback as well as for feeding customer suggestions into the PSD process:

“…whenever I enter the forum I do it as a Daydream employee, which is very important to remember. Thus, it is not my personal opinions—but instead ‘the Daydream view’—that I am supposed to deliver. (…) As a manager, I try to collect all the ideas and turn them into software improvements by handing them over to the developers. It is easier if this is done by one person so that the developers don’t have to keep track of all ideas themselves. I know what they are doing and what people ask for certain things and in that way I think we get a smoother and faster process in implementing new features of the game.”

In other words, the community manager played an important role in encouraging customer suggestions, making sense of these suggestions, and translating their meaning into product suggestions that could be handed over to software developers. As can be seen, the community manager viewed customer suggestions as a key component in the PSD process:

“One very important thing in this is to remember that if you once invited the customers to be part of the development process…to make them aware of that they have impact…then you must also see to it that the suggestions they come up with are implemented. Things must happen on the basis of community discussions and it must be evident that they are able to influence the software development process in the way we told them that they would.”

Besides monitoring community postings, the community manager actively stimulated new suggestions for software improvement. Typically, the manager intervened with a clear goal in mind, e.g., a new patch release. Consider the community manager’s posting in relation to the third Clusterball patch:

“Hi! In developing the next Clusterball patch we would like to know what features you most of all would like to see in the game…are there anything missing in the game right now and what is it that you all really want us to implement? Please, post your suggestions to the community forum…we are looking forward to seeing them.”
7.5 Episode 2: Enriched Developer-Customer Relationships

As a response to this invitation, numerous postings were submitted to the community. Typical examples, which later were transformed into software improvements, were:

“My experience of DNF is that I send data, but don’t receive anything, and when enough time has passed, my computer evaluates this as the server having gone down (not closed, that is a different message), and ends the session.”

“I would like to improve the match making—to allow the possibility to find other players closer to my skill level”.

“I would like to be able to set a minimum and maximum player ranking when I host a game.”

“I would like to have the possibility to talk to other players while waiting for a game”.

The third Clusterball patch was released in mid October, 2000. At that time, the peak of corrective bug-fixes seemed to have passed, and consequently, Daydream could pay more attention to functional improvements and additional features of Clusterball. In response to customer suggestions as exemplified above, additional functionality such as replay and recording, a DNF feature (players still get points even if they ‘did not finish’ the game), improved match-making capabilities (to lock a game server on a min/max player ranking basis), a pre-game chat, and team-play ranking were implemented. The community manager noted:

“The first patches were developed almost exclusively on the basis of community discussions in which customer needs were evident. For example, there was the replay function so that people can record their games and look at them afterwards, the team play ranking in which every individual team gets points and are ranked in a system and a lot of different search and sorting possibilities so that it is easier to keep track of different players, different venues and different hosting servers.”

The direct link between customer suggestions and Clusterball patches was also pointed at by one of the software developers:

“The pre-game chat was a direct result of customer suggestions. Very soon many players felt that they wanted a place were they could meet and talk before joining a gaming session.”
As a direct developer-customer link, the community served many purposes and the community manager role was appreciated by customers. One of them expressed the following in our online customer survey:

“It is a good idea since we now know that someone is taking care of all the suggestions…hopefully in a systematic way. Even though they might not always be implemented anyway…but it feels better”.

Also, the overall effort by Daydream to strengthen the developer-customer link was indeed appreciated by customers:

“I think I can influence almost all things…Daydream has been working very closely in cooperation with the community”.

“I think the programmers of Clusterball will listen to peoples’ voices because they really want this game to be as good as possible”.

“I think peoples’ suggestions to new features are definitely taken into consideration and I think that’s a great idea. The people at Daydream seem to be open to suggestions from us players”.

“The community helps me influence the people at Daydream. I talk to them there and I think they listen to us players and try to make the game as good as we want it to be”.

7.6 Encounter 3: Clusterball Ambassadors and School

In November 2000, Daydream appointed what they called ‘Clusterball ambassadors’ as to further strengthen their relationship with customers. These ambassadors were customers playing Clusterball on a daily basis and contributing extensively to the community in terms of postings. Since the ambassadors would be regarded as any ordinary player by the rest of the community, Daydream reasoned they could obtain information that would not be presented to, or appreciated by, Daydream employees. By the end of November 2000, there were five ambassadors—three in the US, one in Germany and one in Italy. The ambassadors’ role in supporting knowledge building and elicitation was recognized by the community manager:

“Even if my job is to keep track on the community I am not an ordinary player who enters the game whenever I like to or with the same prerequisites as any other player…the ambassadors are ordinary players…in that sense I work as a link between the customers and Daydream while the ambassadors work as a link between the customers and me.”
The role of the ambassadors was further explained by the community manager:

“…their [the ambassadors’] duty is to be active participants in the forum discussion, help ‘newbies’ in the game and see to it that people get answers on their questions when entering the Clusterball world”

Furthermore, the ambassadors helped Daydream in administrating different community events—something that was appreciated by the community manager:

“To this day, the ambassadors have arranged their own tournaments and helped us in the administration of different events, they have guided new players and helped them in learning the game and so on…”

In addition to knowledge building and elicitation activities initiated by Daydream, Daydream also sanctioned the initiative to start the ‘Clusterball School’. This initiative originated from one of the most well-known and frequent players in the community. The aim of the school was to help new players to learn the game faster and thereby making them better prepared for gaming sessions. Daydream viewed the initiative as a way to attract new players to the game as well as for players to further develop their gaming skills. The initiative was appreciated by the community manager:

“The school is great…all people seem to like it. People get to know each other without always having Daydream people around. They can learn by themselves and ask each other when they need help”.

In other words, the Clusterball School seemed to increase customer-customer links. One of Daydream’s software developers noted that:

“I think the school helps people to get to know each other. Experienced players meet with new players and they can develop relationships that probably will last even after they have played the game. Also, I think they enjoy the game more when they know the opponents…it is good for the overall community atmosphere”.

7.7 Episode 3: Ambiguity following Intensified Community Engagement

Customer-customer links, as manifested by the Clusterball School and the community forum, were appreciated by customers too:

“In the community I can learn from more experienced players and from the developers”.
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“The community is good when you need help. And it is a great way of sharing your own experiences as well as for learning from other players. I know I have learnt a lot”.

“It gives people a chance to give suggestions about the game, about other players and get advice for the game. I think it is a great place for ‘newbies’ [not very experienced players] too, to give them an idea of what’s going on and how to play the game”.

After a series of knowledge building and elicitation activities including the community manager role, the ambassador role and the Clusterball School, Daydream could relax somewhat at the turn of the year. Accordingly, two Clusterball patches dealing with only minor technical problems were released. For example, the forth patch solved graphics- and sound problems as pointed out by several customers:

“I got an ATI Rage 128 graphics card... but when I play Clusterball, all the ships and balls are black. I need some help.”

“…the sound is still a problem in XP with SB Live sound card”.

Following this, the fifth patch was released in February 2001. This patch—the GL Setup patch—could detect whatever graphic card customers used and hence, install the latest drivers for that particular graphic card.

During the spring 2001, lots of customer suggestions on new features were posted to the community. This may be traced to the fact that at that time the game had been around for some time and there was the opportunity for players to reflect upon major changes and improvements instead of only minor bug fixes for solving immediate operability problems. In response to these postings, a sixth patch was released in April, 2001. This patch included improved joystick support (such as ‘twist handle’ functions), LAN-play without restriction of Internet access for host and improved artificial intelligence in the training (offline) mode. In addition, corrective development was also done. These corrections handled, e.g., a crash bug in the pre-game chat, a freeze bug when viewing replays, a throttle bug on joysticks, and a DNF-bug in match history.

While the sixth patch included new functionality triggered by customer suggestions, however, there were also several suggestions that were ignored by the developers at Daydream. Examples of such suggestions were:

“Make more then just the ship playable, most other games have more than one model to choose from... Maybe there could be a model editor where players could make their own ships…”.

“Could there be a ‘viewer system’ so that my friends could watch other people play before they participate themselves?”.
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“I would like to see a password for the server when hosting a match. Setting the number of games or how long time the dedicated server should run. It would also be great if it was possible to send messages to the players when running a dedicated server”.

While reflecting customer concerns, these suggestions were never put attention to. Clearly, there were limitations to what the customer community could influence in terms of development, despite the fact that they had been encouraged to participate in Daydream’s PSD process. These limitations were recognized and explained by the software developers:

“There were requirements that were too costly or too technically difficult to realize. Some suggestions we simply didn’t implement because we didn’t agree with them...for example some of the suggestions about the gameplay we didn’t like and therefore never implemented.”

“The features that will influence us the most are those that players have difficulty with and that Daydream themselves are not 100% happy with. I don’t think Daydream would be happy with changing the gameplay too much, quite correctly, because it would affect existing players, but they have shown that they want to implement suggestions and will add new modes and features to expand the game according to player suggestions without changing the playability of the game”.

“Much of what was implemented we already recognized ourselves, since we of course played the game in the same way as all other players. However, we prioritized all input we got from the community and we always chose features that the majority of customers wanted and that we thought would be the most appreciated by the community.”

As suggested above, there existed contradictory views on the actual role that the community played in the development process of Clusterball. While Daydream viewed the community as a resource for improving Clusterball, however, they were clearly selective in their assessment of what customer suggestions to implement.

This selectiveness was also recognized by customers. Some of the comments in our online customer survey were negative:

“I think the community can be used for reporting bugs and make small suggestions. I don’t think I can influence the game itself, more like little improvements for a new patch—that is what they [Daydream] seem to listen to”.

“The forum is made for people to chat about anything relating to Clusterball. What people do is that they post messages about what they like and dislike about the game. For Daydream—taking a look at the forum once in a while
would be a good idea as it would give them ideas on how to improve the game and make it more enjoyable”.

“I feel that it would be wise for Daydream to read through the user and player comments in the forums, and try to implement features based on these suggestions. Ultimately, the users will determine what they like and don’t like about the game and if it meets the expectations they are looking for. If not, they will continue looking for something else”.

As indicated above, our case study at Daydream pinpoints benefits as well as limitations associated with community use for improving customer involvement in PSD.

### 7.8 Developer-Customer Links in the Clusterball Case

In sum, we identified three encounters that played a significant role in the further structuring of episodes of relatively stable developer-customer relationships. These encounters were: the Clusterball website, the community manager initiative, and the Clusterball ambassadors and school. Each of these encounters was followed by episodes characterized by a specific mode of community use in the form of knowledge building, elicitation, and exploitation. Each of these encounters were also associated with certain forms of PSD contributions and characterized by a level of customer acceptance. Table 3 summarizes the community use noted in our study of the Clusterball case.

The development and release of the Clusterball website initiated the first developer-customer encounter in the Clusterball case. The main issue at this point was to set up the technical infrastructure necessary for establishing a community. The episode following this encounter was characterized by a relatively detached relationship between Daydream and its customers. Mainly, the community was used for bug-reporting, and hence the suggestions elicited primarily concerned installation and configuration problems. Reflecting immediate software operability concerns rather than commitment to software improvement, the suggestions posted were straightforward and unambiguous in character. Daydream monitored the community forum for bug-reports that could be useful for corrective maintenance of the software. While this was a rather smooth episode of community use, it failed to leverage other lessons learned in the community. For instance, the importance of customer-to-customer relationships was virtually unnoticed by Daydream and hence, no activities for supporting these were undertaken. In fact, it can be noted that without
### Encounters

The Clusterball website

#1: Jan-Aug 2000

### Episodes

Knowledge building:
- Game and development progress reports
- Recruitment of beta testers

Knowledge elicitation:
- Monitoring of community postings for bug-reports

Knowledge exploitation:
- Software patches (#1&2) consisting of corrective bug-fixes and solutions for host error problems

### Outcomes

PSD Contribution:
- Community functioned as a mere bug-reporting system

Tension:
- Non-existent

Table 3: Community use in Daydream’s PSD process
### Table 3: Community use in Daydream’s PSD process

<table>
<thead>
<tr>
<th>The community manager initiative</th>
<th>Knowledge building</th>
<th>PSD Contribution</th>
<th>Tension</th>
</tr>
</thead>
</table>
| #2: Aug- Oct 2000                | • Website updates on Clusterball news and FAQ’s  
|                                  | • Community manager stimulation | • Monitoring of community postings for bug-reports | • Minor |
|                                  | Knowledge elicitation:     | • Community manager participation in community activities and game playing (‘insider view’) |         |
|                                  | • Monitoring of community postings for bug-reports | • Community manager reports of customer needs and requirements as well as customer behavior to software developers |         |
|                                  | Knowledge exploitation:    | Knowledge exploitation:                |         |
|                                  | • Software patch (#3) including corrective bug-fixes and functionality additions | • Software patch (#3) including corrective bug-fixes and functionality additions |         |
any substantial community interventions, the community worked as any ordinary bug-reporting system for Daydream’s software developers.

---

**Table 3: Community use in Daydream’s PSD process**

<table>
<thead>
<tr>
<th>Clusterball ambassadors and school</th>
<th>Knowledge building:</th>
<th>PSD Contribution:</th>
</tr>
</thead>
<tbody>
<tr>
<td>- Appointment of Clusterball ambassadors</td>
<td>• Monitoring of community postings for bug-reports</td>
<td>• Community contributed to enriched developer-customer relationships, but also occasioned requirements conflicting with each other as well as with Daydream’s commercial intentions.</td>
</tr>
<tr>
<td>- Start-up of Clusterball School</td>
<td>• Community manager participation in community activities and game playing</td>
<td>• Tension was occasioned by Daydream’s selective assessment of customer suggestions.</td>
</tr>
<tr>
<td>Knowledge elicitation:</td>
<td>• Community manager reports of customer needs and requirements as well as customer behavior to software developers</td>
<td></td>
</tr>
<tr>
<td>- Monitoring of community postings for bug-reports</td>
<td>• Clusterball ambassadors as links between customers and community manager and software firm</td>
<td></td>
</tr>
<tr>
<td>Knowledge exploitation:</td>
<td>• Community manager reports of customer needs and requirements as well as customer behavior to software developers</td>
<td></td>
</tr>
<tr>
<td>- Software patches (#4&amp;5) including corrective bug fixes</td>
<td></td>
<td></td>
</tr>
<tr>
<td>- Software patch (#6) including functionality additions</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

---
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Noting the simplistic community use during episode 1, Daydream attempted to develop a richer and more enduring relationship with its customers at the end of August 2000. In this regard, the appointment of a community manager was a step towards taking more active part in the community’s situated knowledge building. This appointment was intended to stimulate knowledge building, as well as to improve Daydream’s capability to elicit the knowledge that was built among community members. While community use was somewhat restricted in episode 1, episode 2 was characterized by improved developer-to-customer relationships. As a result of this, the knowledge elicitation not only included bug-report monitoring but also efforts to build an ‘insider’s view’ of community activities. The community manager’s daily participation in forum discussions and game playing contributed to such a view, making him part of the skills and practices enacted by community members. At this point, customers viewed the community manager’s active community participation as a legitimate attempt to improve developer-customer relationships and to involve community knowledge in the PSD process.

The third developer-customer encounter consisted of recruitment of Clusterball ambassadors and establishment of a Clusterball School. Clusterball ambassadors were recruited for improving customer-to-customer relationships with the potential to support the knowledge building and elicitation processes and hence, improvement of the software. Complemented by the initiative to start the Clusterball School, the ambassadors augmented earlier knowledge building and elicitation activities as conducted by the community manager. Since the capacity of the community manager was limited in terms of workload and the degree to which he could act as a true ‘insider’, these community-driven knowledge building and elicitation activities targeted a broader range of community members. Triggered by this intertwined community relationship, more profound suggestions were posted to the community forum. However, few of these suggestions were implemented. Indeed, cycle 3 demonstrated limits to community use in PSD. Concurring with the individualistic culture of software firms (Sawyer 2000), many suggestions were rejected due to developers’ strong images of what the game would be like. In addition, more costly or technically difficult changes were often rejected because management feared that they would not pay off in increased sales or resonate well with strict time-to-market deadlines. In particular, this reflected a fear of not representing the majority of customers’ needs and, in this way, leaving a large customer segment outside the negotiations of intentions (cf. Schwen and Hara 2003). Despite Daydream’s intimate community use, episode 3 can be considered incomplete in that intensive activities for knowledge building and elicitation lead to limited exploitation in terms of software improvements.
8 Implications

Earlier research highlights the specific firm and firm environment conditions associated with PSD (Sawyer 2000). It also outlines how these conditions make direct customer involvement difficult in PSD. Typically, customer involvement is based on indirect links such as intermediaries or customer surrogates (Keil and Carmel 1995). Given the central role that customers can play in successful product development (von Hippel 1986; Nambisan 2002), we therefore investigated how online customer communities can be used to improve customer involvement in PSD. Given the tension between organizing principles of commercial software firms and those of voluntary community participation, we were particularly interested in relationships between software developer intervention and customer acceptance of such intervention over time.

In order to do this, we adapted Newman and Robey’s (1992) social process model of user-analyst relationships to the PSD context. We used this model for analyzing the process by which Daydream Software established and used a customer community for developing and refining its online computer game Clusterball. The findings yielded through this analysis illustrate the feasibility of the model for analyzing the role of community knowledge in PSD. The research described in this paper has important implications for research and practice.

8.1 Research Contributions

We believe that our adaptation of Newman and Robey’s (1992) social process model extends earlier work on developer-customer links in PSD (Keil and Carmel 1995) by providing a lens with which to analyze community use for such linking. Our study conveys challenges residing at the boundary between commercial firm interests and the voluntary nature of online community participation. We believe that this fact has consequences for the different processes of community use in PSD.

In particular, our distinction between different community intervention types facilitates a detailed analysis of the delicate balance between substantial community-enabled software improvement and customer acceptance. In applying the social process model, we found differences between types of community interventions with regard to customer acceptance. Indeed, software firms can more easily take knowledge building initiatives without jeopardizing customer acceptance. This can be traced to the fact that software customers’ knowledge creation and sharing naturally takes place within a
community of successful software. While the software firm can support the
initiation of this process, the creation and sharing processes themselves unfold
through software customers’ mutual engagement in a specific software product. In contrast, community knowledge exploitation represents the most con-
tentious community intervention. Since the software firm operates in a
commercial environment, issues related to business environment and firm cul-
ture naturally become ingredients in software improvement decisions. Partly
outside the scope of what takes place in the community, commercial interests
will almost always be prioritized in cases where these contradict community
input. Such prioritization is typically difficult to explain to devoted community
members sharing a different opinion. While such prioritizing always exist
in software development projects, it can be harder to maintain trust in priori-
tizing based on commercial appropriateness rather than software excellence.
This is a core difference between community use in PSD and open source soft-
ware development.

Our research also suggests that the richer developer-customer relations that
the software firm manages to establish, the higher are the stakes. While the
two last episodes were the most valuable to Daydream in terms of PSD contri-
bution, this increased value coincided with greater tensions between commer-
cial and community interests. The enriched developer-customer relationships
following the Clusterball ambassadors and school initiatives resulted in pro-
ductive software improvement suggestions. However, it also created higher
expectations among customers about subsequent software changes. Since
some of these suggestions were perceived not to pay off in increased sales or
were technically complex to implement, most customer suggestions were
omitted. This caused ambiguity about the role and impact of the customer
community.

With regard to the community literature, it must be emphasized that com-
munity use in PSD can never fully embrace the situated learning taking place
in an online community-of-knowing. As highlighted by Schwen and Hara
(2003), the online community literature tends to romanticize the notion of
community. Looking at our case, the mere application of the notion of ‘use’ in
‘community use’ suggests a kind of detached relationship to the complicated
and situated learning characterizing customer-to-customer relationships and
identities produced and reproduced over time. In this regard, communities can
never be controlled or exploited in conventional terms. In the spirit of
Wenger’s (2000) discussion on community of practice design, however, the
investigation presented in this paper should be seen as an attempt to describe
what actions software firms can take to recognize, support, encourage, and
nurture customer communities in order to improve their software development
through community knowledge.
8.2 Implications for Practice

Understanding the linkages between community interventions and customer acceptance of such intervention may reduce the likelihood of using communities in PSD in a way that fails to pay off in form of software improvement. In highlighting that successful community knowledge use can be a challenging task, our research is therefore useful for commercial software firms that plan to establish and maintain communities around their software products. As long as community knowledge is merely exploited for software operability concerns, such completion is relatively unproblematic. Here, community knowledge use is a straight-forward process consisting of the setting up of a web infrastructure for stimulating, monitoring, and implementing customer suggestions. Community use in PSD is also useful for minor functionality additions. However, such software improvement is more complex in that it requires organizational efforts for deepening the relationship with customers.

In this regard, our research suggests that software firms committed to enrich their developer-customer links must match their proactive knowledge building activities with well-chosen elicitation and exploitation activities. This is particularly true in relation to major software changes. While community members may be encouraged to devote time and effort to software improvement, they are likely to be disregarded when commercial interests are contradicted. In such cases, the omission to exploit community knowledge can undermine the trust needed for successful community use. Indeed, while the knowledge building and elicitation reflect altruistic ideals and mutual engagement grounded in a common interest, knowledge exploitation is located within the realm of the software firm. Steered by commercial ideals, this makes vibrant community input subject to firm prioritization. Given the risk of causing ambiguity by overseeing customer suggestions, it is therefore vital that software improvement policies are communicated to the community. While long-term directions for such policies are questions for management and lead developers to handle, its establishment, enactment, and maintenance at the operational level may be a key task for community managers and closely firm-associated customers.

9 Conclusions

This paper sets out to explore the benefits and limits of online communities for improving developer-customer links in PSD. The paper adapts Newman and Robey’s (1992) model for analyzing community use in PSD as an undertaking...
between a software firm and its customer community. The model depicts community knowledge use as a social process consisting of antecedent conditions, encounters, episodes, as well as outcomes in forms of PSD contribution and customer acceptance. Episodes consist of a set of community interventions (knowledge building, knowledge elicitation, and knowledge exploitation) maintaining a stable mode of developer-customer relationship. Such episodes are punctuated by encounters, i.e., changes in the software firm’s community interventions and/or customer acceptance of such intervention, leading to a new episode of stable developer-customer relationship. On the basis of an application of this model to the Clusterball case, we outline important implications for both research and practice.

On a final note, our research was conducted within a computer game setting. Due to the extraordinary motivation found in such communities, this limits our ability to generalize the model to other contexts. As in all interpretive case studies, our findings should be seen as tendencies rather than predictions (Walsham 1995). However, we do believe that the model and hence, the opportunity for community knowledge use, is applicable to settings in which the software concerned triggers customer motivation and engagement equivalent to that found in computer gaming. Since “theory may never be scientifically generalized to a setting where it has not yet been empirically tested and confirmed” (Lee and Baskerville 2003, p. 240), further research is however needed to validate and refine our findings for new research settings.
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