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Abstract

Agile software development has emphasis on human relations and fast paced changes in the project requirements. Extant Agile development literature focuses on team and organisational aspects of Agile development projects. The tools and artefacts used for project collaboration are currently not thoroughly researched. This research aims to find out how boundary objects are used to ensure collaboration over the Agile development project lifecycle. We selected case projects where a customer organisation was engaged with a vendor organisation in an Agile setting. Fifteen semi-structured interviews were conducted with the informants from both organisations. Our study reveals three different archetypes of boundary object: process objects, projective objects and infrastructural objects. The object archetypes respond differently to the frequency and magnitude of change. This paper enhances understanding of boundary objects aspects of Agile project development, suggests a novel way to categorise object and highlights some of the pitfalls than can result from misunderstanding object use.
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1 Introduction

Agile software development refers to a collection of different software development methods and practices based on the values of Agile Manifesto (Beck et al., 2001), which distinguishes Agile projects from more traditional, plan-driven software development approaches such as the waterfall development method (see Royce, 1970). The Agile values shift the emphasis of development from tools to humans, and from control to collaboration (Cohn and Ford, 2003). This altered emphasis can be challenging for organisations because it would require developmental practices of a vastly different nature (Conboy et al., 2011). For instance, developers using Agile methods would have to rely far more on social skills as compared to adherents of the plan-driven approaches. This is because the developers would be required to engage in a far greater extent of communication and collaboration amongst themselves, and with customers (Cockburn and Highsmith, 2001). One of the primary means of improving communications is to use prototypes and requirements descriptions to capture project-related information accurately and comprehensively (Cohn and Ford, 2003). This, in turn, necessitates a diverse set of tools and artefacts, which are used as boundary objects that facilitate the collaboration in software development projects (Winkler et al., 2014).

Boundary objects are artefacts that convey status information, discussions and agreements (Barrett and Oborn, 2010; Koskinen and Määkinen, 2009; Yakura, 2002) across the boundaries of organisations and stakeholder groups (Star and Griesemer, 1989). They may vary in form and information capabilities, with different forms appropriate for conveying distinct types of information (Levina and Vaaste, 2005). This polymorphic nature of boundary objects makes them especially suited for supporting the diverse collaboration requirements of Agile software development projects. For instance, boundary objects can enable project stakeholders to visualize and clarify software designs (e.g. Gal et al., 2008; Winkler et al., 2014). Yet, despite their apparent usefulness in facilitating collaboration (Dybå and Dingsøyr, 2008), the role and nature of boundary objects in the Agile software development setting has not been studied to a significant degree. There are only handfuls of articles to date that discuss the impact of boundary objects in the context of Agile development environment (e.g. Baskerville et al., 2011, Winkler et al., 2014) and their focus is not in the challenges posed by the unique nature of Agile environment.

Addressing this gap in the literature is important for two reasons. First, Agile values tend to result in a dynamic and volatile development environment (Highsmith and Cockburn, 2001), and an in-depth understanding of how different boundary objects can be used to support the various forms of collaboration that happen in this setting would increase the likelihood of project success (Carlile, 2002). Second, against the backdrop of constant change that the Agile development setting represents (Beck, 1999), boundary objects would inevitably have to be used in a fluid and flexible manner (Lee, 2007). Examining how use of boundary objects evolves over the lifecycle of an Agile project would thus enhance the ability of practitioners to manage and deploy them (as discussed by Winkler et al., 2014). Both of these reasons are all the more compelling given how Agile methods are becoming more prevalent in the contemporary software development landscape (Conboy, 2009).

To address this knowledge gap, the purpose of our study is to conduct an in-depth case study of an Agile software development project, with a particular emphasis on identifying the different types of boundary objects that are especially appropriate or prominent across the development lifecycle. In addition, we will trace how the utilisation of different types of boundary objects identified evolves over time. In doing so, we hope to provide indications to practice on how to establish and sustain effective collaboration amidst the dynamism and volatility of the Agile project setting. Corresponding to the purpose of our study, the research question that our study aims to answer is: How are boundary objects used to support collaboration in the context of Agile software development during the whole project lifecycle?
2 Literature review: Agile Software Development

The existing literature on Agile software development can be classified into three streams: practitioner guidebooks, academic research and research literature for the practitioners. The first stream consists of practitioner-oriented guidelines and “how-to” books that prescribe how Agile principles should be implemented in organisations (e.g. Highsmith, 2002; Schwaber, 2004). Primarily centred on the behavioural aspects of Agile implementation, this stream of literature is heavily based on the original Agile manifesto and its four core values: (1) Individuals and interactions over processes and tools, (2) working software over comprehensive documentation, (3) customer collaboration over contract negotiations, and (4) responding to change over following a plan (Beck et al., 2001).

Within this stream, some proponents of the Agile approach have developed their own variants such as Scrum (Schwaber, 2004) or eXtreme Programming (Beck, 1999, Beck, 2000), each consisting of a collection of practical guidelines. The guidelines typically highlight the different aspects of a software development project that should be accounted for with a particular emphasis on the actions of the development team. In particular, most of the variants typically assert that the project team should focus on the social aspects of the project, and seek to produce flexible, working software to enable better integration and collaboration with its customers (Highsmith and Cockburn, 2001).

The core values of the Agile manifesto (Beck et al., 2001), along with examples and guidelines of select practices that correspond to each value are summarized in Table 1.

<table>
<thead>
<tr>
<th>Value</th>
<th>Example Practices</th>
<th>Implementation Guidelines</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Individuals and interactions over processes and tools</td>
<td>Scrum meetings (Schwaberr, 2004) including: Daily and weekly meetings Product demonstration meetings with the extended team (Highsmith, 2002).</td>
<td>Meetings should preferably be face-to-face (Beck, 1999). Members of the extended team (i.e. stakeholders who do not necessarily participate in the day-to-day activities) should be involved as they may have valuable information or inputs regarding the project (Schwaber, 2004).</td>
</tr>
<tr>
<td>2. Working software over comprehensive documentation</td>
<td>Creation of prototypes to simulate the end products (Highsmith, 2002, Cohn, 2010)</td>
<td>Rapid prototyping can ensure early and constant feedback before further development (Schwaber, 2004) Prototype development should be performed simultaneously with systems development (Highsmith, 2002), in order to accommodate changes even in the late stages of development.</td>
</tr>
<tr>
<td>3. Customer collaboration over contract negotiation</td>
<td>Engage customers in requirements gathering and prioritisation process (Highsmith, 2002). Create stories describing requirements in lay terms (Paetsch et al., 2003, Schwaber, 2004).</td>
<td>Specifying requirements as stories enhances communication between the development team and the customers unfamiliar with technical jargons and conventions (Beck, 1999). Interpretation of the stories should be verified with the customers to ensure common understanding between all stakeholders (Schwaber, 2004).</td>
</tr>
<tr>
<td>4. Responding to change over following a plan</td>
<td>Embracing change as a source of potential improvement (Beck, 1999)</td>
<td>Maintain receptivity to change, which stimulates creativity that can facilitate the quicker development of the systems that are valuable for customers (Boehm, 2002).</td>
</tr>
</tbody>
</table>

Table 1 Summary: Agile values

The second stream of literature consists of academic studies that can be classified into four distinct categories. The first category focuses on the adoption of Agile methods (Dingsøyr et al., 2012). Studies of this category are generally seeking to identify the antecedents of adoption among members of project teams and other organisational stakeholders (e.g. Boehm, 2002). The antecedents for the adop-
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Theoretical foundation: Boundary objects

Boundary objects are conceptual or physical artefacts that reside in the interfaces among organisations. On the one hand they are flexible enough to contain varying meanings, which arise from multiple organisations. On the other hand they are robust enough to serve as a common reference point to members of multiple organisations when they engage in mutual practice (Star and Griesemer, 1989). These artefacts can act as “a complicated sensing device to register a complicated set of events” (Weick, 2007, p. 16).
features make boundary object critical in enabling common understanding and collaboration among a diverse set of participants (Barrett and Oborn, 2010; Vlaar et al., 2008).

Research using boundary objects has discussed the multiple ways in which boundary objects can be used. For example, Lee (2007) and Barrett and Oborn (2010) describe how the use of objects impacts teamwork when the objects are used efficiently and when they are neglected. Teams, collocated or distributed, can use boundary objects as collaboration tools to define and maintain joint project requirements (Barrett and Oborn, 2010; Modi et al., 2012) or project status (Yakura, 2002) to facilitate common understanding and provide required project infrastructure (Nicolini et al., 2012).

Also focusing on cross-boundary interactions, Carlile (2002) explores the practical and political significance of boundary objects. He notes that the practical role of boundary objects is to “establishes a shared syntax or language for individuals to represent their knowledge” (Carlile, 2002, p. 451) and that the object “provides a concrete means for individuals to specify and learn about their differences and dependencies” (Carlile, 2002, p. 452). According to Carlile, the political role of objects comes from the need to facilitate a transformation of knowledge to create new knowledge.

Gal et al. (2008) take a broader perspective to examine boundary objects in the context of the identities and practices of the organisations that use them. They investigate the interdependencies between organisational identities, inter-organisational work, and the boundary objects that support this work. With a similar focus on the organisational context for their use, research has examined how boundary objects helped reconfigure boundary relations (Barrett et al., 2012) and facilitated contract negotiations between organisations, relying on their ability to create common understandings (Koskinen and Mäkinen, 2009).

Teams and organisations can use different boundary objects to convey different types of information (Levina and Vaaste, 2005). The effectiveness of the used objects is a complex issue, tied into the structure of project boundaries and to the objects themselves. Studies that look at boundary objects as communication tools, such as specifications and project management tools (Barrett and Oborn, 2010), have noted that a shift in organisational power structures can lead to unproductive use of boundary objects. The effectiveness of boundary objects is also discussed in a recent study of boundary objects in software development project by Winkler et al. (2014), who state that prototypes are effective for both bridging cross cultural boundaries as well as the three types boundaries defined by Carlile (2002): syntactic, semantic and pragmatic.

As the review above indicates, the literature on boundary objects is varied both in terms of the types and purposes of objects that have been studied, and in terms of the different contexts of their use. While some studies have examined the use boundary objects in software development projects, there is a lack of research on their use in Agile project environments.

Examining the role of boundary objects in agile settings is particularly important. Agile projects are characterized by intense, frequent, and dynamic inter-organisational interactions and communication (Cockburn and Highsmith, 2001). As such, the success of such projects heavily predicated on the ability of the participants to maintain effective collaboration in the face of such volatility (Conboy et al., 2011; Chow and Cao, 2008). However, these very characteristics of Agile projects also pose a challenge to the use of boundary objects. Because Agile projects are fast paced and encourage frequent changes to project requirements, they can challenge the capacity of project participants to use boundary objects to facilitate collaboration (Subrahmanian et al., 2003).

To address the gap in the literature on the use of boundary objects in the Agile project setting, we conducted a case study that examined how different types of objects were used by project participants in an Agile software development project.

4 Research design and methods

The case research method was used in our study for a number of reasons. First, case research is particularly appropriate for answer “how” questions and in our study, we are asking how boundary objects...
are used to support collaboration and how does the usage evolve over time in the Agile project setting (Walsham, 2006). Second, to examine how boundary objects are used to foster collaboration between different stakeholders, an in-depth investigation to the underlying interactions between them is required (Eisenhardt, 1989). However, as Agile projects tend to unfold over an extended period of time and possibly in multiple locations, real-time data collection was deemed impractical (Pan and Tan, 2011). Consequently, relying on the interpretation of our informants was the only feasible means of accessing the phenomenon (Klein and Myers, 1999).

The case selected for the study was an Agile software development project that involved collaboration between a customer and a vendor organisation. Both organisations were small to medium-sized businesses located in Sydney, Australia. The customer organisation is a mix of a systems development company and online retailer, while the vendor organisation is a technology-consulting firm. The aim of the project of interest was to replace a legacy system for managing customer information with an updated, more flexible and technologically more advanced system.

The case was selected as both organisations were particularly experienced in Agile development methods. In fact, the customer organisation chose the vendor on the basis of their track record and experience in Agile software development. Communication between the two organisations was conducted mainly via a customer project manager, who conveyed the requirements to the vendor, monitored the overall progress of the project, and reported on development status to internal stakeholders from the customer organisation. These internal stakeholders included the managers, internal project sponsors, as well as internal system users and testers. On the vendor side, the development team consisted of programmers, user interface designers, user experience designers and project managers. Stakeholders from the customer organisation were all collocated but the development team was geographically distributed. The project thus relied heavily on communication tools and Agile meeting practices to achieve and sustain effective collaboration. This unique setting makes the case especially appropriate for the intended purpose of our study.

### 4.1 Data collection and analysis

Semi-structured interviews were the main source of data collection (Myers and Newman, 2007), but this was supplemented by an extensive analysis of the boundary objects used over the duration of the project. Similar approach to study boundary objects has been taken for example by Barrett and Oborn (2010). The studied boundary objects included the wireframes, visuals designs, communication tools, as well as the end product. During the first round of interviews the vendor had just completed the first version of the system that was released for the internal testing in the customer organisation. We conducted 12 interviews with seven informants from the customer organisation and three from the vendor, capturing the majority of the vendor stakeholders (refer to Table 2). Two customer managers were interviewed twice in order to first understand the project background and then for clarification. The informants represented a good mix of users, project sponsors, developers and project managers. After the interviews, the project progressed into a “minimum viable product” stage where the system was released to external users.

<table>
<thead>
<tr>
<th>Organisation</th>
<th>Informants</th>
<th>Themes discussed</th>
</tr>
</thead>
<tbody>
<tr>
<td>Customer</td>
<td>Managers A* and B*, Project Sponsors A and B, Testers A and B, Administrative User</td>
<td>Project events, organisation of communications, role of involved stakeholders, communication tools and mediating artefacts used, Agile practices enacted</td>
</tr>
<tr>
<td>Vendor</td>
<td>Manager, UX designer, Developer</td>
<td>Systems development process, organisation of communications, role of development team members, communication tools and mediating artefacts used, Agile practices enacted</td>
</tr>
</tbody>
</table>

Interview Round 1, April to June 2014

Interview Round 2, April to May 2015
Customer | Managers A* and C, User B | Additional communication tools, new project events since interview round 1, verification of preliminary theoretical ideas

| Table 2 | The interviews *indicates an informant who was interviewed more than once |

The second round of interviews was conducted between April and May 2015, a few months after the initial release of the new system. Three additional interviews were conducted with an emphasis on clarifying the boundary objects we had identified after the first round; the new project events that had occurred since, as well as verifying our preliminary theoretical ideas (Klein and Myers, 1999).

The interview questions of both rounds were open ended and non-leading (Walsham, 1995), with a mirroring technique applied when discussing in project-specific terminology (Myers and Newman, 2007). Interview questions were adjusted based on the role of the informant, and the majority of the interviews were held at the informants’ premises or nearby cafes to create a relaxed and familiar environment (Myers and Newman, 2007). One interview was held over Skype due to the location of the informant. All of the interviews were digitally recorded and transcribed (Walsham, 2006), including the interview over Skype.

Data analysis was performed in tandem with data collection (Eisenhardt, 1989). From our review of the literature on Agile software development and boundary objects, we first distilled a set of themes and subthemes that served as a theoretical lens to guide data collection (Pan and Tan, 2011). These themes were then compared with the interview data. This helped us to identify the boundary objects discussed as well as the Agile collaboration practices they were used to support. A narrative describing each major project event, transition and object usage was also created. In conjunction with the themes, the project development process and objects used in each stage of the project were visually mapped. The visual maps and narrative allowed us to trace the use and evolution of the various boundary objects across the phases of the project lifecycle (Langley, 1999). The data collected was then coded using a blend of open, axial and selective coding (Strauss and Corbin, 1990). We also established a systematic verification procedure to ensure that each finding was supported by at least two separate sources of evidence (Klein and Myers, 1999). The process of iterating between data, analysis and theory development (Eisenhardt, 1989) continued until the state of theoretical saturation was reached (Glaser and Strauss, 1967).

5 Findings

This section describes the development process, the collaboration that unfolded during the project, as well as the boundary objects that were used to support the collaboration. In order to better describe the project, we decided to divide the project into three phases: pre-project, clarification and development. This distinction helps us to relate key project event and objects to project milestones but in reality the project unravelled more organically without superimposed phases, as one would expect from an Agile project. The first pre-project phase marks the time before the actual engagement between the customer and the vendor began. The second and third clarification and development phases revolved around requirements elicitation and system development respectively.

The interviews we conducted touched on multiple tools and project artefacts. For the purpose of this study, we only considered those artefacts that were used to facilitate cooperation across the boundary between the customer and the vendor organisations as boundary objects. Tools and artefacts that interviewees discussed but which were only used by the customer or by the vendor internally were excluded from our analysis.

The development process, from the pre-project phase to the development phase, as well as the boundary objects used in each phase of the process, is presented in Figure 1. The figure summarises the main actions taken in each phase. It also maps the artefacts used for each action.
5.1 **Phase 1: Pre-project**

The pre-project phase began when the customer finalized their internal vendor selection process and engaged the vendor. The engagement started with the crafting of the contract between the vendor and the customer. During the project, Scrum practices (Schwaber, 2004) were used between the customer and the vendor. Traditional approaches, such as the waterfall method, were not considered for this project and stakeholders from the customer organisation were adamant on utilizing Agile. A project sponsor explained:

“We didn't want to sit there, waiting for nine months for them to deliver an end product, we wanted something now” – Customer Project Sponsor A

The contract of this project, which is in essence a boundary object, was designed to accommodate the flexibility inherent in Agile processes. Defined collaboratively by the customer and the vendor, the scope of the project was kept deliberately vague. While the contract outlined the schedule and budget, it allowed the customer to terminate the project at any time, as one of the vendor’s managers explained:

“We like to say that the client can walk away anytime... When they walk away they've got the software delivered because we are delivering on day-to-day basis...” – Vendor Manager

The pre-project phase ended when both parties signed the contract. The second phase focused on clarifying and refining the requirements of the project, which were very loosely described in the contract of the initial phase.

5.2 **Phase 2: Clarification**

After the contract between the vendor and customer was defined, the development team began gathering, consolidating, and clarifying the requirements for the system design and functionalities.

The main collaborative tools during the second phase were wireframe models, a simplified prototype representation of the end system. The wireframes were used to communicate and refine system requirements. The wireframes used in the project were relatively sophisticated. They captured the main features and functionalities of the system and presented them in the form of an interactive prototype. The wireframes were accompanied by a visual design of the system, outlining the fonts, colours and other visual elements. The feedback given by customer stakeholders was captured and used for im-
provements to the wireframes and the visual designs. Members of both the customer and vendor organisations described this process:

“Our UX designer would create a number of interactive wireframes that she presented to the business and they could click through and play with the wireframe to get a feel of what we had in mind” – Vendor Manager

In concurrence with the wireframes, the project team also set up other collaboration tools. The two main collaboration tools were the backlog tool and communications tool. Both tools were used to convey information from the vendor to the customer and vice versa. The backlog tool was used to capture and consolidate the requirements collected from the customer notes and from the wireframes. The communications tool was used to discuss and clarify the requirements in the backlog tool. A manager from the customer organisation commented of the relations of the backlog tool and the communication tool:

“We communicate normally via an online chat tool. The way that we communicate is trough threads and we find it is fantastic for what we do... In fact it is more efficient than getting updates in meetings and all that sort of thing…[The backlog tool] is for our backlog management and our general priorities management as well. But we do put communication into [communication tool] because it is just easier to reference to a feature than within [backlog tool]. Just for example, a feature has been developed to a certain point and then you can ask people, "ok, where is it up to"... You want to keep communication, very specific feature communication, to [backlog tool]. The [communication tool] it's more about conceptual conversations.” –Customer Manager

The customer and vendor went through two main iterations that entailed major wireframe and requirements updates. After these two rounds of changes, the wireframes and documented requirements were deemed to be clear enough by both parties. This point marked the beginning of the project’s third phase – the development phase.

5.3 Phase 3: Development

Like the clarification phase, the development phase also unfolded in an iterative manner. The development team had short daily meetings to discuss the development and unit testing work it had accomplished as well as upcoming work. By the end of each week, the team released a functional new version of the system. The customer then reviewed this version and provided feedback to the vendor using feedback notes and a testing spreadsheet. The requirements were then updated based on the customer feedback. The monthly iterations consisted of reorganising the larger contours of the project such as the priorities of wider scope requirements according to the customer feedback.

“In July we will have beta version, which will have the most simplified version of the software. Not all the bells and whistles but most the key features and things that a program needs in order to operate. The extra features are scheduled down the track for implementation.” –Customer Project Sponsor A

During the development phase, the functioning system itself replaced the wireframes as the main communicative point of reference and boundary object for the two organisations. Because the system was updated and released weekly, it captured customer feedback more faithfully and accurately than previous versions of the system, as well as the wireframes, which became obsolete because they were not being updated anymore. The visual design, which was deemed sufficiently clear by the end of the second phase, was simply merged with the actual system and thus became part of the weekly update cycle.

“So it went from the wireframes to a sort of mock up. Then the guys were just building features and then from there, as soon as there was something to show us, we could dib in and dib out and test and have a look and see what is being developed.” –Customer Project Sponsor B

Additional tools were used to facilitate communication within and across the two organisations. The communication between vendor and customer stakeholders was logged in the testing spreadsheet. Emerging ideas, improvements, and technical specifications continued to bring about further changes
and new system requirements. The requirements updates were stored in the requirements backlog tool, which also contained the status of existing and future features.

By the end of the second round of interviews, the development had progressed beyond the internal testing. The product had reached the stage of a “minimum viable product”, the version that the customer considered to be complete enough for external release and had just been released to the first set of the customer’s external clients.

6 Discussion

Based on our interview data, we identified three types of boundary object archetypes. We traced the evolution of three archetypes and discovered varying levels of object dynamism across the three project phases. Moreover, our data shows that there is a distinct hierarchy between the object archetypes. This section will discuss the archetypes of boundary objects identified, the varying levels of dynamism of each archetype across the different project phases, as well as the hierarchy between them.

6.1 Infrastructural boundary objects

Infrastructural boundary objects constitute the embedded framework that enabled and guided processes, systems and tools throughout the project (Star and Ruhleder, 1996). The infrastructural objects are crafted either at the very beginning of the project or before project participants begin to establish shared understanding of what the project will encompass (Koskinen and Mäkinen, 2009). Infrastructure “occurs when tension between local and global is resolved” (Star and Ruhleder, 1996. p. 114). In our research case, the tension was resolved when the project foundations are set up to enable the existence of the other object types.

The project contract, identified as an infrastructural object in the case project, provided legitimacy for the project. The contract was used to provide common understanding of the project premises across the boundary between the organisations. Infrastructural objects cannot be replaced by any other means of communication. When these objects are used in Agile environment, the changes that occur in the project requirements should have minimum impact on the functionality of these objects as Agile development methods require very flexible infrastructure objects. More rigid objects that would require constant adjustments could potentially hinder the Agile development process with overhead activities.

6.2 Process boundary object

Process boundary objects refer to all the different tools used for the purpose of documentation. Containing different types of textual and visual information, these objects convey both status information of the requirements and customer feedback on the requirements, as well as status information of the entire project. The process objects supporting Agile processes in our case study include backlogs, communication tools and feedback notes.

Process objects are used for documenting features and feature changes. A trait of process objects is that they can be potentially replaced with other means of communication such as meetings, had the stakeholders been all located in the same premises. However, the importance of process objects increases if the development team is not collocated as was the case in the project we studied, and which is a situation in the majority of contemporary software projects (Šmite et al. 2010). Geographical distribution hinders the use of other communication means, and increases the importance of having effective process objects (Turner et al. 2006).

6.3 Projective boundary object

Projective boundary objects are those that provide a preview of the project deliverables. These objects are used to convey the desired outcomes of the project, what the system will look like eventually relative to its current state. These objects include different visual representations of the developed system,
such as, wireframes, visual design documentation, and the actual functional system (i.e. the work-in-progress). In the case project the wireframes and visual designs and the early work-in-progress system were used as a prototype that facilitated the discussion of the project goals. Prototypes are one of the more often discussed topics in boundary object literature (for example Gal et al., 2008; Winkler et al., 2014) but the projective objects category extends beyond only prototypes, including a wider range of visual objects that can be used to negotiate common goals across boundaries.

Projective boundary objects provide material for feedback that is captured in process boundary objects. The objects of this archetype tend to be malleable in that requirement changes can be reflected in these objects. Desired outcomes are iteratively refined and clarified to evolve into functional versions of the system, and this evolution continues until the end of the project lifecycle.

Table 2 provides a summary of boundary object archetypes, their characteristics, as well as corroborating evidence from our case data.

<table>
<thead>
<tr>
<th>Boundary Object</th>
<th>Characteristics</th>
<th>Corroborating Evidence</th>
</tr>
</thead>
<tbody>
<tr>
<td>Infrastructural boundary objects:</td>
<td>To facilitate and provide a baseline for other boundary objects</td>
<td>“We actually wrote up a contract that defined that [the vendor] will be using Agile methodologies such as weekly stand ups. The are able to change scope and we would work in a time-and-materials way...It was very loosely written.” – Customer Manager B</td>
</tr>
<tr>
<td>Contract</td>
<td>Must support the chosen development methodology</td>
<td></td>
</tr>
<tr>
<td></td>
<td>Star and Ruhleder (1996)</td>
<td></td>
</tr>
<tr>
<td>Process boundary objects:</td>
<td>To store documents, feedback and discussion data, and project status information.</td>
<td>“Quite often if I look up something in [backlog tool] there will be some functionality but it does not have enough information, so its just quicker to ask directly in [communication tool][from customers]” – Vendor Developer</td>
</tr>
<tr>
<td>Backlog tool</td>
<td>Linked with other Process boundary objects (e.g. complementary data, updates)</td>
<td></td>
</tr>
<tr>
<td>Communication tool</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Feedback notes</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Projective boundary objects:</td>
<td>To provide a preview of project deliverables including functionality and visual look-and-feel. Allow input for customer feedback and new requirement ideas.</td>
<td>“She used this [software] that just brought [the wireframes] to life and made us feel &quot;this is what is going to be like&quot;. – Customer Project Sponsor A</td>
</tr>
<tr>
<td>Wireframes</td>
<td>Winkler et al. (2012)</td>
<td></td>
</tr>
<tr>
<td>Visual design</td>
<td></td>
<td></td>
</tr>
<tr>
<td>The system</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 2  Boundary object archetypes

6.4  Object dynamism and hierarchy

Our data analysis indicated that throughout the project, the three archetypes of boundary objects presented different levels of dynamism. Namely, they underwent changes that were different in terms of their frequency and magnitude. Frequency refers to the number of times change occurs in an object’s state during a time period. Magnitude refers to the perceived significance of the object’s change from its previous form. Slater and Narver (1994) use the term “dynamism” in similar manner. As this study was examining the collaboration across the boundary between the customer and the vendor, the dynamism presenter here is observed from the perspective of the customer stakeholders. The vendors might have a different view on the dynamism due to their different project activities but their perspective is not explored further this study.

Figure 2. illustrates the dynamism of the three object archetypes during the three project phases. The different dots represent explanatory instances of object use over time as seen from the customer perspective. The higher on the y-axis the illustrative dots are, the more significant are the changes that have occurred during these instances of collaboration and communication. For example, during the
clarification phase, the projective objects undergo more drastic changes than during the development phase of the project. The customers see first rapidly changing versions (e.g. the wireframe prototype) of the projective objects that is later modified only periodically, during the releases of new versions.

![Diagram of Object Dynamism](image)

**Figure 2** Object dynamism

Infrastructural objects were introduced in the pre-project stage. As the project progressed into the clarification and development phases, the infrastructural objects stabilized and receded into the background when the conflict, discussed by Star and Ruhleder (1996), was resolved. After the initial negotiations there were minimal changes to the contract. The contract was described to be flexible and transparent:

“*We have a certain amounts of budget, which brings it to a certain timeframe with them, and the vendor is fully aware of what that timeframe is. Now wether we get sign off or more budget in order to continue on with the projects, there's something that might happen in the future.***” Customer project manager

Projective object, introduced in the clarification phase, were used to establish a common understanding of the project’s end goals. The objects underwent several rapid and significant changes to accommodate ongoing shifts in requirements. After the initial clarification, the changes the projective objects underwent in the development phase were less frequent and significant. This was due to the shift from earlier prototypes such as the wireframes types into more complete prototype such as the work-in-process version of the system, which decreased the object dynamism. The main reason for the decrease was that at the development stage, the changes in the system that the customer organisation observed were scheduled and controlled in order to enable the customer feedback.

“I *was the first tester of what they thought was a first good version of the system.* "The project team" wanted someone’s input throughout the process that they were going thought and making sure that they were on the right tracks. ... *When the minimum viable product version was released it was more user friendly, it was further developed form the initial stages." – Customer tester A

Process objects were also introduced in the clarification phase, but unlike projective objects, the dynamism of their change increased as the project progressed into the development phase. The process objects were used for daily communication, which became more important in the development phase.
as the development team engaged with additional stakeholders, such as the internal testers. Gradual changes in projective objects, as well as the new feedback from stakeholders, needed to be captured in the process objects. This meant that the project team had to update all process objects so that they contain updated information and its history for cross-referencing. Vendor manager described the constant update process of the requirements documentation in the backlog tool:

“If [the customer] finds a bug, he will create a bug ticket in [backlog tool]. A developer will work thought that bug and the customer will get notified when it will be ready for acceptance testing...And he also involves his testing team people. It is not just bugs but also feature changes that are added and updated.” – Vendor Manager

The varying patterns of their dynamism and their distinct features suggest that the three archetypes of boundary objects are hierarchically ordered such that one archetype enables the functioning of the others. Firstly, the infrastructural objects provide the framework for the definition, functioning, and meaning of processes and objects.

Secondly, the projective objects contain a vision of the final product that is being developed. Wireframes and visual designs offer a tangible (albeit dynamic) representation of the system and serve as a reference point for discussions around how to achieve it. The system itself, in its varying stages of development, offers another, more concrete, visualisation of the project’s end goal. On the one hand, these objects only make sense within a procedural infrastructure. On the other hand, the vision that they espouse informs the definition of the system requirements and the processes to realise them, as captured in the process objects.

Thus, a third connection exists between the projective objects and the process objects. The process objects reflect the information contained in the projective objects. However, while projective objects provide a vision of the finished system, the information in the process objects translates this vision into a more practical language (i.e., status information, discussion data) that provides a more in-depth perspective of the mechanics of how to get there.

7 Concluding remarks

By addressing the research question set forth at the beginning of this paper, this study makes a number of important theoretical contributions. First, this study is one of the earliest that examines the role and evolution of boundary objects in the context of Agile software development projects. In doing so, it complements the existing studies that focus primarily on the behavioural aspects of Agile software development (e.g. Chow and Cao, 2008, Misra et al., 2009) and contributes towards the understanding of the material aspects of the phenomenon (Cecez-Kecmanovic et al., 2014).

Second, this study has identified three boundary objects archetypes that are salient to Agile software development, provided indications on their varying levels of dynamism across the phases of the development lifecycle, as well as the hierarchy between them. All of these are conceptual innovations that can be used as the basis of developing a more comprehensive typology of boundary objects, or a more nuanced and context-specific theory surrounding their use.

In terms of contributions to practice, practitioners could use our findings to better understand the functions of the different boundary objects archetypes, and how each of them may be leveraged to enhance collaboration. Our study highlights a number of potential pitfalls that Agile practitioners should be wary of. For example, if infrastructural boundary objects such as contracts are too rigid, they can hinder change and thus have a negative impact on the other objects. Moreover, process boundary objects that change frequently could be vulnerable to boundary object erosion (Subrahmanian et al., 2003). Keeping process boundary objects up to date might help to avoid project status confusion, or disparities in requirement descriptions. This will aid the maintenance of the efficiency of the boundary objects (Carlile et al., 1997). All in all, it is hoped that Agile practitioners can use the findings of our study as a reference to tailor their approach to using boundary objects while avoiding the potential pitfalls, so that they can better harness their potential for facilitating collaboration.
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