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ABSTRACT
In this paper, we analyze two theoretical perspectives and investigate their explanatory power on information systems development (ISD) projects. Building upon a case study, we illustrate that the perspectives of ISD as an economic transformation process and ISD as complex problem solving address different but complementary ISD phenomena. By integrating both theoretical perspectives, we are able to analyze and predict more ISD phenomena than each of the theories individually. Therefore, the contribution of this paper is twofold. Firstly, it supports researchers in their selection of a theory when addressing ISD phenomena. Secondly, it serves as an example of how researchers can develop a new theoretical perspective to address a phenomenon of interest not covered appropriately by existing theories.
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1. INTRODUCTION
Research in information systems development (ISD) provides us with numerous theories that explain how ISD works. These theories frame our understanding of phenomena in and around ISD. Two of the most commonly used theories are, for example, ISD as an economic transformation process [33], in which resources are used to transform the requirements of a system into a working code [20], and ISD as complex problem solving [9], in which the solution is sought by generating and evaluating alternatives of the system under construction [41]. Although diversity in theory can be useful to ISD research [44], it confronts the researcher with the problem of deciding on which theory to use for the investigation of a phenomenon of interest [57]. This decision is crucial, since the phenomena that command our attention are linked inextricably to the theories and paradigms we use to understand the world [34]. Consequently, an inappropriate selection of a theory may result in the inability to investigate the phenomenon of interest.

The purpose of this paper is to provide support for researchers in their selection of a theory when addressing ISD phenomena. Therefore, this paper aims at answering the research question of which ISD phenomena can be addressed appropriately by using the theories of ISD as an economic transformation process and ISD as complex problem solving. Moreover, by integrating both theories with each other, this paper aims to extend the scope of ISD phenomena beyond what can be addressed by either theory alone. The empirical basis for the evaluation of the theories is a software development project that we were able to investigate in a large financial institution.

The remainder of this paper is organized as follows. We depict the theories of ISD as an economic transformation process and ISD as complex problem solving in section two. After that, in section three, our case study illustrates the different insights that these theories disclose. Subsequently, in section four, we integrate both theories and return to our case applying the integrated theory. Subsequent to a brief discussion in section five, we conclude by noting benefits and limitations associated with this analysis in section six.

2. TWO THEORIES
In this paper, theories are regarded as lenses through which we see problems and observe phenomena [8]. Following this notion, theories provide explanations of how phenomena are related to the problem and from which predictions can be derived or the problem can be solved [25]. Theories are thus tools that researchers use in order to investigate phenomena of interest. Since they are tools, there is not one single correct theory that implies all others are wrong, but rather any theory can at best be appropriate or inappropriate for the investigation of a specific phenomenon. Table 1 depicts a collection of ISD theories.

This paper focuses on two theories, ISD as an economic transformation process and ISD as complex problem solving. Both theories belong to the functionalist paradigm, in which “the
economic reality (translated into quantitative financial goals, and systems performance characteristics) allows system objectives to be derived in an objective, verifiable, and rational way [and where] systems design becomes primarily a technical process” [28]. Thus, both theories share fundamental assumptions about the nature of ISD, such as that in ISD, social order is used to find consensus on a solution that is the rational choice because it satisfies goals [14].

<table>
<thead>
<tr>
<th>Theory</th>
<th>Short Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Economic Transformation Process</td>
<td>The system is transformed from objective goals into subsequent forms, such as requirements and code. [2][5][7]</td>
</tr>
<tr>
<td>Complex Problem Solving</td>
<td>The system is a set of parameters for which a configuration must be found that results in the desired system behavior. [9][40]</td>
</tr>
<tr>
<td>Knowledge-based</td>
<td>Systems are created using the aggregated knowledge of stakeholders. The team process needs to be coordinated. [23]</td>
</tr>
<tr>
<td>Negotiation</td>
<td>The system serves as means to the individual objectives of the stakeholders. The system characteristics are determined by negotiation. [10][42]</td>
</tr>
<tr>
<td>Complex Adaptive Systems</td>
<td>The system emerges as a result of the individual behavior of agents and their local optimization processes. [9][29]</td>
</tr>
</tbody>
</table>

The theories of ISD as an economic process and ISD as complex problem solving have been selected in this paper since both are widely used and acknowledged (e.g. [6][7][9][21][37]).

2.1 Economic Transformation Process

The theory of ISD as an economic transformation process builds upon the economic theory of the firm that provides a formal description of the relationship between the quantity of outputs produced and the input resources employed. In the ISD process, input factors including labor (the programming team) and capital (tools and techniques) are transformed into outcomes such as new or modified software [7] as depicted in Figure 1.

![Figure 1. Software development project as a collection of transformation activities.](image)

The central assumption underlying this perspective is a direct relationship between the input factors and the outcomes. For example, Banker et al. [7] apply the transformation process perspective in order to assess the effect of code generators or packaged software on productivity of the ISD maintenance process. Although not explicitly mentioned, Agrawal and Chari [2] build upon the notion of ISD as an economic transformation process when investigating the effects of high process maturity on outcomes, such as effort, quality, and cycle time. Anda et al. [5] quantify the impact that variations and reproducibility in the ISD process have on the quality of software projects in terms of delivery within budget and on the quality of the product in terms of functionality, reliability, usability, efficiency, maintainability, and portability.

The main phenomenon of interest of ISD as an economic transformation process is the productivity of the ISD process and related attributes, such as effort or cycle time [6]. Insights about ISD productivity are crucial since the technical ISD process is an engineering task of creating cost effective solutions to practical problems [52]. The purpose of this perspective is thus to support the creation of cost effective solutions.

In order to measure productivity, both inputs and outputs need to be measured. The most important output is represented by the system size, which can be measured by the number of function points [3], [16], a metric of business systems functionality [4], [42] or by the number of source lines of code [58], [46], [12]. Labor, as the most important input factor, is represented by the project effort, which results from the time and number of staff that are needed to build the system [1]. Moreover, both input and output factors are homogenous.

Another important input factor that is missing in this notion are the requirements of the system under construction. Although labor is also required for the elaboration of requirements, there are conceptual differences between the requirements of the system and the labor required for building the system [23]. Requirements correspond to the system under construction [56]. Just as source code, requirements are a representation of the system. Each representation of the system serves a specific purpose, has an intended audience, and has its own language. While the purpose of source code is to run on a computer and developers write it in programming languages, the purpose of requirements is to describe what the system does in its environment [29]. Requirements are socially constructed and negotiated by stakeholders as means to satisfaction of their goals [47], [10] and requirements are written in natural language [32] or specific notation languages, such as KAOS [55] or Problem Frames [50].

In a refined notion of a transformation process, the purpose of ISD is the transformation of an early representation of the system, such as requirements, into a working instance that is represented by compiled and tested source code. Since all representations correspond to the same system, correctness of the transformation can be evaluated by a direct comparison of whether the representations are congruent [19], for instance, do the requirements that describe what the system is supposed to do match with what the source code of the system actually does when it is executed.

On the contrary, other input factors, such as labor, are not actually transformed but rather consumed by transforming one representation of the system into another [13]. Labor and other consumables are thus not added to the system, but these factors refer to the ISD project in which they are consumed.

Another class of input factors comprises tools and techniques, which are neither transformed nor consumed. Tools and techniques are used within the transformation process through which system representations are transformed by using labor. Both the amount of required consumables for a transformation and the quality of a transformed system representation depend on
the employed tools and techniques [59]. For instance, using a complex technique for the formal elaboration of requirements may require more labor than an easy and informal technique does. When using formal techniques however, the quality of the resulting requirements may be improved.

Figure 2 depicts the refined notion of ISD as an economic transformation process, which distinguishes between these three classes of input factors. In fact, this is still an abstract notion of ISD. The ISD process determines which specific activities are accomplished at all, whether they are done sequentially or concurrently, which representations of the system are produced, and at which points consumables are required. The waterfall model [48] serves as a blueprint of an ISD process from the perspective of ISD as an economic transformation process.

The theoretical perspective of ISD as an economic transformation process treats ISD as a black box, which means that there is no further analysis of how the transformation specifically works. On the contrary, since the input factors are homogenous, it is assumed that the transformation is repeatable and therefore predictable. That means that the ISD can be repeated with the same productivity each time it is executed. Consequently, if the ISD productivity has already been assessed, it is possible to forecast required labor for the transformation of specific systems. Cost and effort estimation methods, for example, build upon this assumption when they estimate the labor that is required for the system development based on the system size [11].

The following Table 2 summarizes the major characteristics of the theoretical perspective of ISD as an economic transformation process.

<table>
<thead>
<tr>
<th>Purpose</th>
<th>- Creation of cost effective solutions</th>
</tr>
</thead>
<tbody>
<tr>
<td>Treats ISD as</td>
<td>- Effort estimations</td>
</tr>
<tr>
<td>Assumptions</td>
<td>- Direct relationship between input factors and outcomes</td>
</tr>
<tr>
<td></td>
<td>- Input factors are homogenous</td>
</tr>
<tr>
<td></td>
<td>- The result of transformation is predictable</td>
</tr>
<tr>
<td></td>
<td>- Transformations are repeatable</td>
</tr>
<tr>
<td>Input factors</td>
<td>- Resources/Labor</td>
</tr>
<tr>
<td></td>
<td>- Process model</td>
</tr>
<tr>
<td></td>
<td>- System content</td>
</tr>
<tr>
<td>Phenomenon of interest</td>
<td>- Productivity of the ISD process</td>
</tr>
</tbody>
</table>

### 2.2 Complex Problem Solving

Another theoretical perspective on ISD is ISD as complex problem solving [9]. This perspective mainly aims at disclosing what needs to be done in order to find a satisfactory solution for the problem [41].

For example, find in their investigation of the degree of decentralization in problem solving that decentralized structures are unlikely to generate optimal solutions if the problem is complex. Duimering et al. [21] examine the influence of product requirement ambiguity on the task structures of the development project. Their results highlight the role of communication, coordination, and knowledge as distributed development project teams struggle to resolve ambiguity. Espinosa et al. [22] investigate the effect of familiarity on how long the development team requires in order to find an error free solution to the problem.

The theoretical perspective of ISD as complex problem solving builds upon the notion of a parametric representation, in which the system is regarded as a collection of parameters. The behavior of the system, once it is completed, depends on the set of values that are assigned to the parameters. The objective in ISD is to define values for all parameters of a system in a way that results in the desired behavior of the system [31]. The complexity of finding appropriate values for all parameters originates from interrelations among the parameters [51]. Due to interrelations, whether a specific value for a parameter is valid depends on the value itself and also on values that have been assigned to related parameters.

In ISD, the problem to be solved is represented by requirements that describe what the system has to accomplish [29]. The problem is solved if all requirements are met. Requirements engineering (RE) methods, such as KAOS, support the elaboration and verification of requirements in a way that assures the requirements appropriately address the superordinate problem [18]. Therefore, requirements can be regarded as the parameters of the problem.

Subsequently, in ISD, specifications that describe how the system works are designed in order to accomplish the requirements. The specifications therefore serve as values for the parameters. Other RE methods, such as problem frames, support the correct derivation of specifications from requirements and therefore aim at assuring that only valid values are assigned to the parameters [50].

Solving a problem requires assigning valid values to all parameters. The assignment is not carried out randomly but follows a search procedure that aims at favorable configurations for the values of the parameters. These search procedures are called heuristics [41] and are well covered by literature on artificial intelligence [36], [49]. Heuristics usually converge towards a solution, which means that they do not instantly find the right configuration but start with a configuration and alter it in a way that approaches the final solution. For example, the hill climbing heuristic starts with a random configuration of parameter values and then iteratively changes parameter values. Changes that improve the resulting solution performance are kept, whereas changes that decrease resulting performance are withdrawn. As depicted in Figure 3, the performance is increased.
An underlying assumption of the perspective of ISD as complex problem solving is the decomposability of the problem. In order to be able to search for parameter values that solve the problem, the problem first has to be decomposed into a set of parameters. Based on Simon [51], problems often exhibit ‘near decomposability’, which refers to the idea that there are groups of problem components that have a high degree of interdependence to each other, whereas they are only loosely coupled with other groups of components. These groups appropriately serve as parameters, since they are relatively independent and thus it is easier to find valid values for them [21].

However, since the parameters remain interrelated with each other to a certain extent, the performance of a configuration results from the combination of parameter values, where even small changes in one parameter value can result in significant changes in the overall performance [54], [38]. As a result, in order to achieve satisfactory performance, assigning a value to a parameter may also require other parameters to take specific values. However, if the other parameters already have values that do not correspond to the required ones, some already set values must be changed respectively and reassigned. This reassignment—or backtracking—can also require other parameter values to change. Thus, it may result in cascade effects that require the complete configuration to change [10].

An assumption underlying the theoretical perspective of ISD as complex problem solving is the specificity of problems, where each problem is decomposed into a specific set of parameters [51]. Since each set of parameters exhibits a specific structure with regard to how the parameters are interrelated with each other, there is no general best way of how to solve a problem, but the performance of the applied heuristic depends on its fit to the problem structure [40]. For example, due to its property of getting stuck in local optima, hill climbing is an inappropriate heuristic for solving a problem with many local optima that do not achieve satisfactory performance. Other heuristics that do not get stuck in local optima, such as genetic algorithms, would find better solutions for such problems.

The underlying assumption is that activities are not generally repeatable but that it depends on the specific parameters whether valid values exist. In order to account for the specificity of problems and how they are solved, this perspective treats ISD as a white box. Moreover, since specific values are assigned to specific parameters, how such assignments affect the solution performance is not predictable unless they are given a try.

Table 3 summarizes the major characteristics of the theoretical perspective of ISD as complex problem solving.

<table>
<thead>
<tr>
<th>Purpose</th>
<th>Find a satisfactory solution</th>
</tr>
</thead>
<tbody>
<tr>
<td>Treats ISD as</td>
<td>White Box</td>
</tr>
<tr>
<td>Assumptions</td>
<td>Each problem is specific</td>
</tr>
<tr>
<td></td>
<td>Decomposability of the problem</td>
</tr>
<tr>
<td></td>
<td>The effect of an activity on solution performance is unknown unless it is tried</td>
</tr>
<tr>
<td></td>
<td>Direct manipulation of parameters and values possible</td>
</tr>
<tr>
<td>Input factors</td>
<td>Problem</td>
</tr>
<tr>
<td></td>
<td>Heuristic/the way of how the problem is solved</td>
</tr>
<tr>
<td>Phenomenon of interest</td>
<td>Performance of the system under construction</td>
</tr>
</tbody>
</table>

3. ISD CASE

3.1 Case Study Design

In order to get first hand information about the phenomena that the theoretical perspectives on ISD investigate, we applied a case study on a software development project in a large financial institution.

The observed project involved various stakeholders and affected different systems. Moreover, the project comprised reengineering of an existing system and its integration with another recently built system. The project was selected since the variety of both participating stakeholders and involved systems promised to be fruitful for making a distinction between two different theoretical perspectives in use.

The most important source of data was observations that we made by accompanying the business and technical analysts when requirements and design specifications were elaborated. We spent 103 hours over 40 days with the analysts on the project. During this period, we frequently had discussions with the analysts. Moreover, we were able to also interrogate other stakeholders in the project, such as the retail customer division whose representative acted as internal customer, the project manager, developers, representatives of the vendors, and members of the testing team. Moreover, sources of data also included access to documents, including working versions and reviews to the documents, such as concepts, meeting minutes, and e-mails. In total, this documentation comprised 323 pages.
Following Yin [60], we matched our data to the elements and characteristics of both theories in order to identify patterns in the data that disclose whether the project took place in the way the theories suggest. Based on this, we analyze how the theoretical perspectives explain the observations and which kind of insights each theoretical perspective supports.

As proposed by Miles and Huberman [39] we conducted data gathering and analysis concurrently so that we were able to capture all information that we found necessary for matching patterns to the theories.

3.2 Description of the Case

The project started in January 2009 and was completed in August 2009. In the project, a front-end system had to be integrated with a recently built payment processing system and therefore required reengineering. Previously, payment orders once entered at the front-end were transferred to a legacy processing system. Since the legacy processing system was planned to be deactivated, orders needed to be transferred to the new processing system instead. Moreover, since the new processing system required different data and a different payment order format than the old processing system, the order entry at the front-end had to be changed completely, wherefore it was decided to reengineer the whole system.

The applied ISD process generally adhered to the waterfall model [48]. At the beginning of the project, the business analyst collected the objectives of the retail customer division representative, which served as a basis for the elaboration and formulation of the requirements that had to be met to satisfy the objectives. All requirements were collected in a requirements document.

Since the retail customer division representative had many issues concerning the functionality of the front-end, the analyst elaborated various requirements. In order to achieve these requirements, significant changes in the front-end design were made. For example, it was requested that payment orders had to be already checked for correctness at the front-end. Since this involved verification, whether entered bank codes are valid, access to a complete list of all allowed bank codes was required.

The business analyst evaluated different alternatives for the requirement of integrating the front-end with the processing system. Using reasoning of lower maintenance effort for the future front-end system, he selected a direct interface between the front-end system and the processing system.

Based on the requirements document, two technical analysts derived the software design specifications and prepared the software design specification document. While the business analyst is part of an IT department that is aligned with the retail customer division, the technical analysts are assigned to specific IT systems. Thus, in this project, there was a separate technical analyst involved for each affected system, one for the front-end system and one for the processing system.

Reengineering the front-end system not only aimed at providing the new functionality but also was intended to straighten its design. Since the front-end system already had run for several years and had undergone frequent changes, its design was quite tangled. Consequently, in order to obtain a system that is not bound to legacy structures, reengineering the front-end system started from scratch [26], only adhering to the given requirements but ignoring any constraints given by the existing systems. This however, also included leaving unconsidered the constraints given by the processing system.

Starting from scratch, the technical analyst responsible for the front-end system addressed the requirement of a direct connection between the front-end and the processing system by specifying a web-service interface. The integration of the front-end and the processing system proceeded after the front-end design was completed. Subsequent to reviewing the specified front-end design, the technical analyst, who was responsible for the processing system, rejected the implementation of a web-service interface at the processing system side, since it would not be implementable within the given constraints in time and budget. Instead, he suggested a file transfer. However, the architecture of the front-end system did not support file transfers in the suggested way. The inability to provide a web-service on the one hand and the inability to transfer requested files on the other hand not only required rework of the already specified front-end system design, but it also rendered unworkable the requirement of the direct connection between both systems. Therefore, the requirement of an indirect connection replaced the direct connection requirement, although it implied higher maintenance costs.

Subsequent to the resolution of this issue and rework of the front-end design, the on-site developers and the external vendor developed the software code based on the software requirements specifications document. Subsequently, the testing team performed the software tests. Despite some minor bug-fixings, neither code development nor testing disclosed any problems that required considerable rework.

3.3 From an Economic Transformation Process Perspective

The most significant observation regarding the project at hand from the theoretical perspective of ISD as an economic transformation process is provided by the organizational policy that specifies all activities and their outcomes in the project. According to this policy, each activity has to have a described output that is the input for the next activity. For example, in the requirements analysis phase, requirements had to be elaborated by the business analyst and had to be written down in natural language. A template for the requirements document had to be used, which provides a document structure and the required contents. This requirements document served as input for the design specification phase, in which the technical analysts derived design specifications from the requirements. A software design specifications document had to be produced, whose content was also pre-structured by a template that had to be used. The design specifications were handed over to the developers and the external vendor, who prepared the source code, which was finally handed over to the testing team.

Each of these produced outputs referred to the system under construction and is thus a representation of this system. The process model described which activities the employees had to accomplish and which tools (e.g. templates) they had to use. The required labor for accomplishing the activities was gathered.
using the organizational accounting tool, which every employee used to charge the spent working time to a project.

Altogether, these factors do not only support the assessment of the ISD productivity in this project, they also allow identification of productivity drivers. For example, the required formalism in the activities consumed a significant amount of labor and thus negatively affected productivity. Although the analysts had delineated requirements and design specifications using self-made models or descriptions, they had to spend about the same amount of work filling out the required template documents. Other factors that affected the productivity were the number of requirements that needed to be transformed into the working system and the number of required attempts for the correct transformation. The business analyst, for instance, elaborated different alternative integration requirements of the connection between the front-end and the processing system. Each of these alternatives needed to be elaborated and described and thus required labor that reduced productivity. Reworking the integration requirement after the web-service had been rejected is another example of a factor that negatively affected productivity.

However, although this perspective allows the identification of factors that affect productivity, such as required rework, it does not explain why rework occurred. Building upon the assumption that both input and output of an activity are homogenous, the investigation of any specific input or output is unsupported from this theoretical perspective.

3.4 From a Complex Problem Solving Perspective

Despite general adherence to the given organizational policy, the project at hand was not accomplished in a unidirectional and straightforward manner, but could be characterized as a continuous search, in which different alternatives were evaluated in order to find a solution that exhibited the requested performance characteristics.

At the beginning of the project, for example, the business analyst considered different alternative requirements before he was able to determine that a direct interface between the front-end system and the processing system is the requirement with the best performance attributes since it resulted in low maintenance cost. In fact, however, this of all requirements turned out to be inappropriate for a satisfactory solution, because it was not accomplishable. The designed web-service could not be integrated with the processing system within the given constraints in time and budget and the file transfer that would have worked with the processing system did not work with the front-end system.

In this situation, the integration requirement of a direct connection served as a parameter that comprised a dependency between the interfaces at the front-end and the processing system. Because of this dependency, a design specification that represents a value of this parameter had to work with both systems. However, although assigning a value that worked with both systems to this parameter was impossible in this situation, the selection of this parameter was not per se false. In fact, two design specifications could have achieved the requirement and thus depicted valid values for this parameter. What made this requirement unworkable was the dependency, due to which both the front-end and the processing system had to share the same value. While the web-service specification did not work with the processing system, the file transfer specification did not work with the front-end system. Thus, the inappropriateness of the requirement of a direct connection was not disclosed until design specifications were derived from it.

In order to solve the problem, despite the inconsistency among the required values for the direct connection requirement, the dependency between the values had to be resolved. Backtracking the direct connection requirement and replacing it with the requirement of an indirect connection decoupled both systems from each other and therefore enabled solving the problem. Without having had the chance to withdraw the requirement of the direct connection, the problem would not have been solvable. It would have resulted in failure of the project. Although the requirement of the indirect connection created other dependencies, such as the interfaces to a routing system, these new dependencies did not result in any problems with regard to finding appropriate design specifications as values.

This perspective offers insights about which specific activities and decisions in ISD were required in order to find a satisfactory solution. It provides an explanation of why specific requirements and design specifications had to be reworked in our case. For example, it discloses that the inconsistency between required values for the requirement of the direct connection inhibited solving the problem.

However, this perspective does not put the decisions made for solving the problem into an ISD context that explains why inconsistencies occurred at all, for example, whether the reason for the inconsistency was the ISD process, insufficient resources, or the problem of building a system.

4. TOWARDS AN INTEGRATED PERSPECTIVE

4.1 Theoretical Perspective

While both the theoretical perspectives of ISD as an economic transformation process and ISD as complex problem solving support the addressing of different phenomena of interest, both perspectives also have limitations with regard to which aspects they are able to explain. While the transformation process perspective sets input factors, such as attributes to the ISD process, into relation with the produced output and therefore discloses factors affecting productivity, it does not give underlying reasons of why the factors matter. The complex problem solving perspective, on the contrary, allows investigating the structures underlying ISD and therefore provides insights into why specific problems occur in a project. However, it does not put these problems into relation to attributes of the ISD process, and therefore, it fails to provide measures on how to improve ISD.

Since the phenomena of interest that the theoretical perspectives address are complementary, an integrated perspective that combines both theories may address phenomena of interest beyond the phenomena addressed by either theory alone. Moreover, both theories share the same fundamental assumptions
about the world, because they both build upon the functionalist paradigm.

The integrated perspective regards ISD as a collection of solution space transformation activities. The solution space contains all potential solutions to the problem, regardless of whether their performances are satisfactory or not [10]. Like the complex problem solving perspective, the integrated perspective builds upon the notion of a parametric representation of the system under construction, in which the configuration of the parameter values results in the behavior of the system once it is built. Therefore, the solution space contains all configurations of parameter values.

However, in contrast to the complex problem solving perspective, in which ISD takes place as a conscious search for the parameters and their values, in the integrated perspective, accomplished activities unconsciously determine the parameters and their values, as is explained in the following.

Seen from the perspective of ISD as complex problem solving, parameters and their values are directly manipulated and therefore the configurations whose performance is sought to be evaluated are known. Although the performance of a configuration is unknown unless it is evaluated, heuristics calculate configurations worth consideration based on the performance of already evaluated configurations. For example, the genetic algorithm heuristic generates promising configurations by recombining parts of configurations with good performance [36].

On the contrary, seen from the integrated perspective of ISD as a collection of solution space transformation activities, only activities are consciously selected, whereas the configuration of parameters and their values results from the activities in an unpredictable way. That means, not only the performance of a configuration but also the specific configuration is unknown unless the activity that results in the respective configuration is accomplished. As a result, it is impossible to employ a heuristic because it is impossible to generate specific configurations selectively. Therefore, it is not a heuristic but the current situation in the ISD project that supports decisions on which activities to execute and which resources to employ in order to solve the given problem.

In this regard, the integrated perspective is similar to the perspective of ISD as an economic transformation process. There are specific activities in ISD that are executed in order to build the system and each activity requires resources—most importantly labor. However, while in the notion of the economic transformation perspective, activities directly transform the content of the final solution in a predictable way, in the notion of the integrated perspective, activities transform the current configuration in an unpredictable way.

Since the current configuration determines which other configurations can be achieved by performing further activities, one needs to distinguish between the actual solution space that only contains solutions that are achievable from the current configuration and the overall solution space that contains all configurations.

The actual solution space evolves over time. With each activity, it approaches a solution which, however, is unknown both in terms of its configuration and its performance. Therefore, whether the solution exhibits satisfactory performance is unknown, too. Since neither the configuration nor its performance are predictable, although both depend on the activities, the employed resources, and the specific problem, ISD is not directed in any way, neither in terms of conscious problem solving, nor in terms of simply transforming the content of the system under construction. The phenomenon of interest of the integrated perspective therefore is to investigate why ISD is successful or fails at all.

### Table 4. ISD as a Collection of Solution Space Transformation Activities

<table>
<thead>
<tr>
<th>Purpose</th>
<th>- Investigations of the structures underlying ISD and putting them into relation with general input factors</th>
</tr>
</thead>
<tbody>
<tr>
<td>Treats ISD as</td>
<td>- White Box</td>
</tr>
<tr>
<td>Assumptions</td>
<td>- Each problem is specific</td>
</tr>
<tr>
<td></td>
<td>- Decomposability of the problem</td>
</tr>
<tr>
<td></td>
<td>- Activities are repeatable, but their outcome is not predictable because it depends on the content and the employed resources</td>
</tr>
<tr>
<td>Input factors</td>
<td>- Resources/Labor</td>
</tr>
<tr>
<td></td>
<td>- Composition of activities</td>
</tr>
<tr>
<td></td>
<td>- System content</td>
</tr>
<tr>
<td>Phenomenon of interest</td>
<td>- Reasons for ISD success or failure</td>
</tr>
</tbody>
</table>

By investigating how the actual solution space evolves in a project, this perspective allows tracing back problems, such as inconsistencies, to their origins. This perspective discloses whether the origin of success or failure in a specific case is the process model, the employed resources, or an unsolvable problem. Table 4 summarizes the major characteristics of the theoretical perspective of ISD as a collection of solution space transformation activities.

### 4.2 THE CASE REVISITED

The most significant characteristic of the observed case, which supports the notion of ISD as a collection of solution space transformation activities, is that the solution space was unknown. At no time, did decision makers consciously take into account how many or which solutions the actual solution space comprised. However, we will particularly consider the actual solution space in the following, when applying the integrated perspective on the case.

The major problem in the project at hand became evident when the front-end system was integrated with the processing system. In this situation, the actual solution space contained no valid solution. Although there were two considered solutions, the web-service interface as suggested by the technical analyst who was responsible for the front-end system design and the file transfer suggested by the technical analyst responsible for the processing system design, no solution worked with both systems. Therefore, both solutions were invalid, leaving no valid solution in the actual solution space.

In order to look into the cause for this “emptiness” of the actual solution space that resulted in backtracking and thus rework, related activities are analyzed. The design of the web-service was
the proximate activity, in which the technical analyst’s task comprised addressing the requirement of a direct connection when reengineering the front-end system from scratch. The analyst successfully accomplished the task since the designed web-service appropriately addressed the direct connection requirement. It represented a valid solution for the given sub-problem.

Since the analyst successfully accomplished the design task, the reason that caused the empty actual solution space is not the analyst’s fault but rather the activity itself. Particularly, the conscious neglect of the dependency to the interface of the existing processing system is questionable, because it delayed discovery of the empty actual solution space until the integration of both systems. However, since the front-end system turned out not to be able to support the file transfer as required from the processing system, even an early consideration of the dependency would not have resulted in anything but an empty actual solution space. Since neither insufficient nor incapable resources nor the neglect of the dependency caused the empty actual solution space, it must have been already empty prior to the derivation of design specifications.

Nevertheless, the division of labor affected the amount of accrued rework. Early consideration of the interdependency between the front-end and processing system interfaces would have disclosed earlier that the actual solution space was empty. It would have been recognized before a significant amount of work was spent on the complete front-end design specification. Thus, although the activity setting in this situation did not cause rework, it determined its extent. The recommendation therefore is to take into account all dependencies early.

In order to further investigate the cause of rework in this project, the activity, in which the parameters were set, needs to be analyzed. The business analyst set the parameters when elaborating the requirements at the beginning of the project. This activity aimed at requirements that can be met and, if met, satisfy the stakeholders’ objectives. Although the first elaborated requirement of a direct connection could not be met, the activity was generally accomplishable as the second elaboration of the indirect connection requirement discloses. Therefore, the actual solution space at this time contained at least one valid and satisfactory solution that, however, was not selected right away.

Nevertheless, the selected requirement of a direct connection was a rational decision, because it was the best choice reflecting the information available to the business analyst at the time [17]. Firstly, the requirement of a direct connection best satisfied the objectives, because it also resulted in lower maintenance cost than the indirect connection requirement. And secondly, the information about the requirement of a direct connection to be unworkable did not emerge until the design was specified. When the business analyst first elaborated the direct connection requirement, the resulting actual solution space contained two seemingly valid solutions: the web-service and the file transfer. The decision would have been irrational only if some feasible arrangement for recognizing and achieving a preferred outcome existed, but that outcome was not obtained [35].

Since the problem of selecting an appropriate requirement was solvable and the decisions were rational in the given context, the activity that set the context for the decision needs to be critically analyzed. The given process model arranged for the final elaboration of requirements before their viability was checked further. As a result, information required in order to not only make rational but also beneficial decisions was unavailable when decisions had to be made. Therefore, the insights of this theoretical perspective recommend an ISD process that assures all relevant information be available when decisions need to be made. Concurrent requirement elaboration and design specification would make available information about requirement viability early and therefore could improve the quality of decision making [45]. However, since design specifications are built upon not yet finalized requirements, rework would occur if requirements turned out to not completely address the stakeholder objectives [53].

Altogether, the integrated perspective of ISD as a collection of solution space transformation activities suggests that good decisions are not necessarily those that best satisfy goals, but those that also allow further problem solving. In two situations within the observed project, the decisions that aimed at achieving the best solution resulted in severe consequences. Firstly, although the selected direct connection requirement would have implied lower maintenance cost, it resulted in an empty actual solution space and therefore in an unworkable situation that caused rework of the requirement and all design specifications building upon it. Secondly, although the chosen web-service interface would have implied a straightened design, it resulted in a large extent of rework.

However, this does not imply that goal satisfaction should not be a major factor for decision-making. It rather implies that the effect that decisions have on the actual solution space also needs to be included in the decision-making. For example, the requirement of the direct connection had the disadvantageous effect of coupling the interfaces between front-end and processing system and therefore increased complexity of accomplishing the activity [15]. However, much work is needed in order to assess the effect that decisions have on the actual solution space.

5. DISCUSSION

Theories allow knowledge to be accumulated in a systematic manner and this accumulated body of knowledge enlightens professional practice [25]. Therefore, the primary interest of scientific research is to add to the body of knowledge by the creation, refinement, and validity assessment of theories. However, since theories in the body of knowledge also serve as utilities from and through which IS research is accomplished [27], the researcher must be aware of the nature of the applied theories. Theories are only valid in a context that is determined by basic assumptions about the world and specific assumptions about the phenomenon of interest [28]. These assumptions must be considered when applying theories. Otherwise, findings may be misinterpreted or even void. Therefore, a critical eye on theories in the body of knowledge is required in order to not rely on serendipity when selecting a theory. Researchers need to be aware of the assumptions and beliefs that they employ in their day-to-day activities [28]. Therefore, further analyses are required in order to structure the body of knowledge in a way that makes it comprehensible and usable for subsequent research.
6. CONCLUDING REMARKS

In this paper, we investigated which phenomena of interest two widely used theoretical perspectives address in the area of ISD support. By building upon an analysis of the perspectives and a case study of a software development project conducted in a large financial institution, this paper has three findings.

Firstly, ISD productivity is the main phenomenon of interest of the theoretical perspective of ISD as an economic transformation process. While this perspective allows identifying factors affecting ISD productivity, such as rework, it does not explain the rationale underlying these factors, since it treats ISD as a black box. Therefore, it does not disclose measures positively influencing the factors, for example, measures reducing rework.

Secondly, the performance of the system under construction is the main phenomenon of interest of the perspective of ISD as a complex problem solving. Since this perspective treats ISD as a white box, it supports investigations of how decisions in the ISD process affect performance. For example, it discloses that backtracking is vital for finding satisfactory solutions. However, this perspective does not put the decisions made for solving the problem into the specific ISD context. Therefore, it does not support conclusions on whether decisions, such as to backtrack, are reasoned with the ISD process, insufficient resources, or the problem of building a system.

Thirdly, an integrated perspective that combines both ISD as an economic transformation process and ISD as a complex problem solving, supports addressing the underlying reasons for ISD success or failure. In our case, the integrated perspective discloses that the applied process caused rework and determined its extent. Based on the insights that the integrated perspective provides, measures positively influencing ISD success can be identified, for example, making information about the consequences of decisions available as early as possible.

Our findings about which ISD problems can be addressed by using which theoretical perspectives provide support for researchers in their selection of a theoretical perspective when investigating ISD problems. Moreover, by integrating two theories, the paper serves as an example of how researchers can prepare a theoretical lens that is suited for the investigation of a phenomenon of interest that is not appropriately addressed by one single perspective.

However, this analysis has some limitations that future work needs to address. Firstly, the scope of this analysis is limited to the evaluation of two theoretical perspectives on ISD within the functionalist paradigm. There are in fact other theoretical perspectives within this or within other paradigms, which still have to be critically analyzed. Future work needs to evaluate these theories in order to create a framework that researchers can use when selecting a theory.

Secondly, although this analysis of the theoretical perspectives also provides some insights on ISD, it has to be noticed that these insights build upon a single case. In fact, we do not claim to have gathered any statistically generalized insights but rather analytical ones. In this paper, the insights on ISD illustrate which kind of insights the theoretical perspectives can provide. Nevertheless, the insights on ISD seem interesting and therefore deserve further scientific investigation.
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