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Abstract

Although feature updates are a ubiquitous phenomenon in both professional and private IT usage, they have to date received little attention in the IS post-adoption literature. Drawing on expectation-confirmation theory and the IS continuance literature, we investigate whether, when and how incremental feature updates affect users’ continuance intentions (CI). Based on a controlled laboratory experiment, we find a positive effect of feature updates on users’ CI. According to this effect, software vendors can increase their users’ CI by delivering updates incrementally rather than providing the entire feature set right with the first release. However, we also find that CI diminishes when the number of updates exceeds a tipping point in a given timeframe, disclosing update frequency as crucial boundary condition. Furthermore, we unveil that the beneficial effect of feature updates on CI operates through positive disconfirmation of expectations, resulting in increased user satisfaction. Implications for research and practice as well as directions for future research are discussed.
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1 Introduction

In recent years, software vendors have increasingly leveraged feature updates as a measure to enhance their software products. Feature updates are self-contained modules of software, that are provided to the user for free in order to extend and enhance the functionality of software after it has been rolled out and is already in use. Functionality thereby refers to distinct, discernible features which are deliberately employed by the user in accomplishing the task or goal for which he or she uses the software (Benlian 2015). Feature updates are thus no discrete and stand-alone programs themselves but rather integrated into the base software once they are applied to it (e.g., Dunn 2004). Such feature updates that are the focus of the present study, are to be distinguished from other, non-feature update types, such as bug-fixes. These technical non-feature updates do not change the core feature set of software but only correct flaws or change software properties. In contrast to feature updates, they often do not directly affect the user’s interaction with the software and are typically not even visible to the user (e.g., improvements in stability, compatibility, security or performance) (Popović et al. 2001).
Feature updates are a particularly prevalent phenomenon in the area of mobile applications and operating systems, but have also been used long before in the desktop space. In a 2013 update, the popular Facebook app for smartphones and tablet computers received a comprehensive instant messaging chat feature (Etherington 2013). On the desktop, web browsers such as Google Chrome and Mozilla Firefox continuously receive feature updates, which extend their functionalities. Here, an example is the ‘tab sync’ functionality, which was added to the browser Google Chrome in 2012 via a feature update. This particular feature enabled users to synchronize opened websites (tabs) across different computers and mobile devices in order to seamlessly continue browsing when switching devices (Mathias 2012).

This ubiquitous use of feature updates by software vendors in practice is reflected in a large body of research on the technical design of software, its maintenance and management. Research on software engineering (Sommerville 2010), including software product lines (Clements and Northrop 2002), software release planning (Svänhberg et al. 2010) and software evolution and maintenance (Mens and Demeyer 2008) explores how and when software functionality should be developed and delivered in order to maintain the technical integrity of the software and optimize the vendor’s production process. While this stream of research does account for customer needs, its focus nonetheless lies on the supply side, primarily exploring technical design aspects of software. There is as yet, however, little understanding of the user’s perspective on updates—the demand side. In particular, the behavioral dimension, i.e. how updates are perceived by users is still an area that has so far received only minimal research attention (Hong et al. 2011; Sandberg and Alvesson 2011).

Investigating the effect of feature updates on users’ beliefs, attitudes and behaviors regarding an information system (IS), however, might be beneficial for software vendors and of particular interest in the post-adoption context, because users’ continuance decisions (i.e., customer loyalty) are strongly influenced by their experiences made during actual IS use (Bhattachjee and Barfar 2011). For software vendors, shedding light on the role of feature updates for the IS continuance decision can result in a better understanding of how to strategically utilize updates in order to achieve desirable performance outcomes such as higher user loyalty and sustained revenue streams. From a research perspective, a better understanding of feature updates from a user’s perspective has the potential to increase the explanatory and predictive power of existing post-adoption theory. In particular, researchers studying IS post-adoption phenomena often tend to conceptualize information systems as a monolithic and coarse-grained black box, rather than as collection of specific and finer-grained features that are dynamic and alterable over time. However, understanding the granularity of software and its changes through feature updates would help explain how users’ beliefs, attitudes, and behaviors fluctuate over time as a result of the dynamic nature of information systems. In addition, the focus on changes in beliefs, attitudes and behaviors, emanating from the IT artifact itself rather than from other IT-unrelated environmental stimuli, is a response to several calls for research from IS scholars who criticize the negligence of the IT artifact’s role in IS research (Benbasat and Zmud 2003; Hevner et al. 2004; Orlikowski and Iacono 2001).

We therefore seek to address the discussed research gaps by examining the questions of whether, when and how feature updates influence users’ IS continuance intentions.

We contribute to prior research in three important ways. First, we identify a positive and somewhat counterintuitive effect of feature updates on users’ CI. According to this effect, software vendors can increase their users’ CI by delivering functionality via incremental updates rather than providing the entire feature set right with the first release of the software. A key boundary condition of this effect, however, is update frequency. We found that CI diminishes when the number of updates exceeds a tipping point in a given timeframe. Second, we not only investigate the direct effect of feature updates on CI; we also open up the theoretical black box of how feature updates influence IS continuance intention by highlighting the role of affect. Third, our overarching contribution is to advance the predominant view of information systems in post-adoption literature from a mostly monolithic and static to a finer-grained and more dynamic perspective by showing how a functionally malleable information system might influence users’ beliefs, attitudes and behaviors over time. As such, we also accentuate
the changing nature of the IT artifact for users’ CI and thus explicitly consider the software product lifecycle in our theorizing. From a practitioner’s perspective, our study offers implications for software vendors on how to increase their customers’ loyalty (i.e., CI) through the delivery of feature updates. We not only provide guidelines on which actions to take, but also on which measures to avoid in order to benefit from the positive effect of feature updates on users’ CI.

2 Theoretical Foundations

2.1 Feature updates

In the software engineering literature (e.g., Sommerville 2010), a feature update is the delivery of functionality after the first release of a software and falls within the strategic considerations regarding when to deliver what type of functionality to the user (Svahnberg et al. 2010). A first release is the version of a software that is released to the market for the very first time, as well as the initial release of a new generation of an already established software. As pointed out in the introduction, functionality refers to distinct, discernible features which are deliberately employed by the user in accomplishing the task or goal for which he uses the software (Benlian and Hess 2011; Benlian 2015). From the user’s perspective, feature updates occur during the continued use of software and are usually recognized through notifications, required actions during installation or through the display of new or changed functionality. As we will outline later on, we argue that this has the potential to influence users’ beliefs, attitudes, and behaviors regarding the focal software in the post-adoption stage of IS usage, including their decisions on continued use or discontinuance in those settings where use is not mandated, such as consumer software.

2.2 Information systems continuance

In post adoption research (Karahanna et al. 1999; Bhattacharjee 2001), the term information systems continuance refers to “sustained use of an IT by individual users over the long-term after their initial acceptance” (Bhattacharjee and Barfar 2011, p. 2). To explore IS users’ intentions to continue or discontinue using an IS, Bhattacharjee (2001) adopts expectation-confirmation theory (ECT) (Locke 1976; Oliver 1980, 1993; Anderson and Sullivan 1993). ECT proposes satisfaction (SAT) with a product or service as the essential driver of repurchase intention. In Bhattacharjee’s (2001) model, repurchase intention is replaced by a user’s intention to continue using an IS (CI)—the core dependent variable in his model. According to Bhattacharjee (2001), it is influenced by satisfaction (SAT) and perceived usefulness (PU). SAT is an affective state and the result of a positive disconfirmation of prior expectations (Oliver 1980; Bhattacharjee 2001). Following ECT, the IS continuance model suggests that users compare their pre-usage expectations of an IS with their perception of the performance of this IS during actual usage (Bhattacharjee 2001). If perceived performance exceeds their initial expectations, users experience positive disconfirmation which has a positive impact on their satisfaction with the IS. If perceived performance falls short of the initial expectations, negative disconfirmation occurs and users are dissatisfied with the IS (Bhattacharjee and Barfar 2011). Positive (negative) disconfirmation thus consists of two elements—unexpectedness and a positive (negative) experience. Satisfied users intend to continue using the IS, while dissatisfied users discontinue its subsequent use. PU, on the other hand, captures the expectations about future benefits from using the IS (Bhattacharjee and Barfar 2011).

In its original form, the IS continuance model (Bhattacharjee 2001) has a static perspective on the IS continuance setting, failing to account for changing user believes and attitudes over time. In response to this limitation, Bhattacharjee and Premkumar (2004) introduce a more dynamic perspective by showing that beliefs and attitudes do not only change from pre usage to actual usage but also during the ongoing usage of an IS (Kim and Malhotra 2005). While this dynamic perspective already provides valuable insights into the drivers of post-adoption behavior, it still neglects the IT artifact’s
changing and malleable nature. Evidence from practice shows that information systems are constantly modified over time, for example, when vendors update and change their software or introduce new software generations. Following Bhattacherjee and Premkumar (2004), it is reasonable to assume that a change in the IT artifact may also induce a change in users’ beliefs and attitudes toward it. Kim and Malhotra (2005), Kim (2009), Ortiz de Guinea and Markus (2009) and Ortiz de Guinea and Webster (2013), for instance, have provided evidence that the IS itself can shape users’ beliefs, attitudes and even their affect regarding the IT in later usage stages. In order to investigate the changing nature of the IT artifact and its effect on users’ beliefs, attitudes and behaviors during post-adoption use, we explore feature updates through the lens of the disconfirmation mechanism in ECT.

3 Hypotheses Development

3.1 The effect of unexpected feature updates on users’ continuance intentions

We argue that if a free feature update provides additional functionality that directly serves users in accomplishing their IS-based tasks, it will be perceived as a positive experience with the software. Furthermore, it is reasonable to assume that feature updates are usually not anticipated by users and can thus be perceived as unexpected experiences with the software. Even if a software vendor does provide release plans about future feature updates, we suggest that in practice, most users—and especially consumers—are unlikely to follow such update plans in detail for each and every individual software product they have in use. If feature updates are perceived as unexpected and positive experiences during usage, according to ECT, they should consequently induce perceived positive disconfirmation (Oliver 1980). As a result, drawing on ECT and the IS continuance model (Bhattacherjee 2001), it is plausible that perceived positive disconfirmation during software use will increase users’ CI regarding the updated software.

In the context of software features, ECT moreover implies that positive disconfirmation from feature updates depends on a relative change in functionality compared to a user’s subjective reference point (the initial configuration of the software) rather than an absolute change (Helson 1964; Oliver 1980). According to this logic, a software vendor should thus be able to create positive disconfirmation and therefore increase the user’s CI by applying the strategy of simply holding back features (functionality) in the first release of a software package and delivering this functionality only later on, through incremental, free feature updates. Under this incremental feature delivery strategy, a feature-complete software package might be designed and developed by the software vendor, but certain features might not be included in the initially shipped software version. The user is assumed to be unaware of the existence of these remaining features. Once these remaining features are subsequently delivered through updates, they are likely to elicit positive disconfirmation. Consistent with the IS continuance model, this could then lead to an increase in CI. This incremental feature delivery strategy is thus to be distinguished from an all-at-once feature delivery strategy under which all developed features are delivered in the first release.

Nonetheless, both feature delivery strategies are assumed to overall comprise the same type and number of features. We additionally assume that under both strategies, the user’s evaluation of the software regarding CI takes place at the same point in time, which is after the incremental feature delivery strategy has been executed (i.e. when users are endowed with the same set of features as if they had received them right with the first release). To summarize, because of the nature of the disconfirmation mechanism in ECT, which operates through an evaluation of relative instead of absolute change, the users of software that receive functionality via incremental feature updates will likely have a higher intention to continue using this software than users who received all these features right with the first release. We accordingly derive our first hypothesis:
Hypothesis 1: Software that receives functionality via incremental feature updates induces a higher continuance intention compared to software that includes the complete and equivalent set of functionality right with the first release.

3.2 The effect of expected feature updates on users’ continuance intentions

As outlined before, users must perceive updates as unexpected ‘small gifts’ from the vendor akin to a surprise that surpasses users’ expectations (Oliver 1980). However, if these feature updates are delivered too frequently, they will probably no longer be perceived as unexpected by users because the feature updates become a predictable routine. Therefore, it is likely that the anticipated benefits from these expected feature updates will be included in the expectation about the future performance of the software (Kim and Malhotra 2005). The experience with the software would then no longer exceed the expectation, leading to a lack of positive disconfirmation. As a result an increase in CI from feature updates, as suggested in hypothesis 1, would fail to occur. In addition to this lack of positive disconfirmation, a high frequency of updates may be welcomed by the user, with increasing frequency of updates, the accompanied interruptions of the workflow (Gluck et al. 2007; Hodgetts and Jones 2007). While additional functionality through updates may be welcomed by the user, with increasing frequency of updates, the accompanied interruptions might reach a point, where they are perceived as disproportionately high compared to the benefits (i.e. functionality) that accompany them. In terms of ECT, such a negative experience with the software from a too high frequency of updates may also diminish or even annihilate the previously discussed positive effect of the added functionality received through the feature update. Based on this logic, we argue that when the number of updates goes beyond a specific tipping point, the positive effect of feature updates on users’ CI will decrease again or even completely disappear. Taken together, we thus hypothesize:

Hypothesis 2: Beyond a threshold level of update frequency, incremental feature updates will no longer increase users’ continuance intentions.

3.3 The mediating effect of satisfaction for feature updates

According to ECT (Oliver 1980) and the IS continuance model (Bhattacherjee 2001), disconfirmation will not have a direct effect on CI but will instead work through a mediation mechanism. Specifically, a positive disconfirmation leads—in a first step—to an affective response: an increase in the user’s SAT with the IS. Only in a subsequent, second step will this increased SAT with the IS lead to a higher intention to continue using the IS. In the case of an unexpected feature update (hypothesis 1), the pleasant surprise of this helpful, ‘free gift’ from the software vendor that exceeds the expectation about this software would induce positive disconfirmation. ECT suggests that the positive disconfirmation from such a feature update then would trigger a positive affect which is reflected in increased SAT. Accordingly, we argue that SAT is the factor that drives and explains this increase in CI regarding the software that receives functionality through incremental feature updates compared to software that includes all features right with the first release.

Even though PU is another core driver of CI in the IS continuance model, we argue that the positive effect from an incremental feature delivery strategy—compared to an all-at-once feature delivery strategy—on CI is not driven by PU. This is because in the continuance model PU represents the user’s evaluation of future benefits from using the software, regarding its functionality, i.e. features (Bhattacherjee 2001). According to our initial assumption (hypothesis 1), under both feature delivery strategies, the user’s evaluation of PU occurs when the incremental feature delivery strategy is executed, i.e. the feature updates have already been delivered and users are thus endowed with the same set of features as if they had received them right with the first release. In both cases, the prospective benefits from using the software should thus be identical, implying the same level of PU (Bhattacherjee 2001). Moreover, it should be noted, that this assumption likely resembles the real-world use scenario. When users have to make a decision about continuing an IS, they will probably base their decision on
the configuration of the software that they have recently worked with rather than the configuration, which they originally started to work with. To sum up, the specific comparative increase in CI from an incremental feature delivery strategy as proposed in hypothesis 1 is solely mediated by SAT. We thus hypothesize:

**Hypothesis 3:** The positive effect of incremental feature updates on users’ continuance intentions is mediated by satisfaction with the software.

4 **Method**

4.1 **Experimental design**

With the goal to examine the effects of feature updates on users’ CI as suggested by our hypotheses, we opted for a laboratory experiment that allowed us to investigate and isolate the causal mechanisms that operate between feature updates and attitudinal user reactions. Even though this laboratory setting comes with the downsides of a simplified experimental task and a limited time span of observable usage, it also allows for an accurate identification of the hypothesized effects which we consider as crucial given that this study is the first to explore the effect of feature updates on users’ continuance intentions. A second reason for choosing an experiment was the indication from theory that, working through affect, the core mechanism behind our proposed effect of feature updates might be outside of users’ awareness, which made a cross-sectional survey with self-reported measures less suitable. Third, the experimental setting enabled us to account for the claims of numerous continuance researchers to put the IT artifact more at the center of investigation in post-adoption research by using an IS as basis for manipulations. We thus conducted a 1 x 3 between-subjects laboratory experiment (see Figure 1) with 90 participants recruited at a large public university in Germany to evaluate the impact of feature updates on the user’s SAT, PU and CI. The participants used a word-processing program (‘eWrite’) with a simplified user interface that was developed and tailored to the purposes of this experiment to complete a text formatting task. The use of a student sample is appropriate for this study, because college students are likely to be familiar with both feature updates and word processing programs and show similar attitudes and beliefs toward the feature updates offered in our experiment compared to non-student samples (Jeong and Kwon 2012).

![Figure 1. Experimental Setup, Groups, and Treatments.](image)

4.2 **Manipulation of independent variables**

In our experiment, we used a word-processing program for two reasons: Our first criterion was ensuring a basic familiarity with the program of choice for all participants. Because nowadays almost any
young person, especially students, needs to work with word-processing programs, we considered this criterion to be met. Second, to minimize unwanted variance in our response data, we were looking for software features that are preferably value-free, equivalent, and independent (i.e., modular). We used a total of four text formatting features in our word-processing system context: 1) font size, 2) font style, 3) font, and 4) text alignment. The feature updates were directly related to the experimental task by adding new text-formatting functionalities. The available time for task completion was 20 minutes. In the one-feature-update condition (B), participants simultaneously received features 2, 3, and 4 ten minutes after having started to work on the task (see Figure 1). In the three-feature-update condition (C), participants received the first update (with feature 2) after five minutes, the second update (with feature 3) after ten minutes and the third update (with feature 4) after fifteen minutes. Participants in each group were informed about updates via a pop-up notification window at the center of the screen, which contained a brief explanation of the update’s content and required them to confirm the update by clicking on an ‘Ok’ button before they could proceed with their experimental task. After confirming the notification, participants could immediately use the new feature. This notification had been included in order to ensure awareness with the feature update. Figure 2 provides examples of the user interface.

Figure 2. Sample Screenshots of Text Editor – a) Group A (Control Group, no Updates) b) Group B (One Feature Update) after 10 min.

The simplifications in functionality and user interface of our experimental software were made on purpose and followed similar IS studies (e.g., Murray and Häubl 2011). This simplified setting enabled us to establish a controlled environment and unmistakably ascribe any observed changes in the dependent variables (CI, SAT, PU) directly to our experimental treatments. The text which had to be formatted in the experimental task was a historical text about the Industrial Revolution. We consider this type of text, just like the program features, to be a ‘neutral’, objective one, compared for example to a newspaper article about a current event, which is often an emotive one. Furthermore, the text was

---

1 Section 4.4 shows, that this assumption is clearly met in our sample, as the vast majority of our participants indicated a regular use of word-processing programs and reported high levels competence in the use of word-processing programs.

2 The scope and importance of the four text formatting functionalities in groups A, B and C were held constant in order to avoid potential confounding effects from the nature of the updates’ contents. The functional equivalence of the individual feature updates for the text formatting task were validated in a pre-study with 52 subjects that were recruited using WorkHub, a crowdsourcing platform similar to Amazon Mechanical Turk (Paolacci et al. 2010). The subjects participated online for a small payment. No significant differences emerged among the four text-formatting features (all t<1).

3 The green notification at the center of the screen informed the participant about the update and its content. In the case of a feature update (groups B and C), it briefly describes the added functionality (e.g. ‘This update enables you to change the font style.’).
long enough—as the pilot test showed—to keep the participants busy throughout the entire twenty minutes. Thus, we ensured that the participants could not complete their task too quickly and might have had to wait, which could have confounded our results. The participants were also instructed that they did not need to format the entire text, but to focus on the formatting quality, which in turn fostered the comprehensive use of all available program features.

A pilot test with 12 subjects was conducted to ensure that all of the treatments were manipulated according to the experimental design (Perdue and Summers 1986). Specifically, subjects were asked about the functional equivalence of the individual updates, ease of use of the text-formatting editor and comprehensibility of instructions and items. Feedback and suggestions were obtained from participants after they had completed the pre-test experiment. The word-processing program and the questionnaire were accordingly revised for the main test.

4.3 Measures

4.3.1 Dependent variables

We used validated scales with minor wording changes for all constructs, capturing the core part of the IS continuance model (CI, PU, SAT) (Bhattacherjee 2001). Measures for CI were adapted from Bhattacherjee (2001): CI1. I intend to continue using eWrite rather than discontinue its use; CI2. My intentions are to continue using eWrite than use any alternative means; CI3. If I could, I would like to discontinue my use of eWrite (reverse coded). Measures for PU and SAT were based on Kim and Son (2009): PU1. Using the features of eWrite enhanced my effectiveness in completing the task; PU2. Using the features of eWrite enhanced my productivity in completing the task; PU3. Using the features of eWrite improved my performance in completing the task. SAT1. I am content with the features provided by the word-processing program eWrite; SAT2. I am satisfied with the features provided by the word-processing program eWrite; SAT3. What I get from using the features of the word-processing program eWrite meets what I expect for this type of programs. Because constructs were measured with multiple items, summated scales based on the average scores of the multi-items were used in group comparisons (Zhu et al. 2012). Unless stated otherwise, the questionnaire items were measured on 7-point-Likert-scales anchored at (1)=strongly disagree and (7)=strongly agree.

4.3.2 Control variables and manipulation check

In our study, we control for the impact of usage intensity of word-processing programs in real life, frequency of updates in real life for productivity software/entertainment software and desktop computer/smartphone and computer self-efficacy (Marakas et al. 2007) on CI. Furthermore we examined participant’s motivation to process information with one item (Suri and Monroe 2003), because this variable may also influence the response behavior of the participants and, thus, the validity of the results. Moreover, after conducting the experimental task, participants were asked to what extent they had understood: 1) the instructions in the experiment and 2) the items’ formulation. We included these control variables as well as the subjects’ demographics as covariates to isolate the effects of the manipulated variables. Finally, we included two questions as manipulation checks: 1) What was the experimental task? (formatting the entire text or formatting the text as appealingly as possible) and 2) How many updates did you receive during the experiment? (no updates, one update, or three updates).

4.4 Participants, incentives and procedures

90 participants were recruited from the campus of a large public university in Germany. Participants received 5€ for their participation in the lab experiment. In order to align their motivations to properly fulfill the experimental task, 3 x 50€ Amazon vouchers and an iPad Mini were announced as rewards for the four most appealingly edited texts. Five participants were excluded from the sample based on the manipulation checks. We therefore used a sample of 85 subjects in the following analysis. Of the
85 subjects, 31 were females. The participants’ age ranged from 18 to 36, with an average value of 23.85 (σ=3.34). 78 participants were university students, two participants were high school students, five were employees and one was self-employed. Three participants refused to state their occupation. The educational backgrounds of the participants were diverse, including physics, arts, law, management, medical science, biology, geography etc. 51% of the subjects (n=44) use word-processing programs from one up to five hours per month, 28% between five and 30 hours (n=24), and 14% more than 30 hours per month (n=12). 80% rated their computer skills as high to very high. 4% believed they had a rather low competence in using computers.

When participants arrived at the laboratory, they were randomly assigned to a treatment/control group. All instructions and questionnaire items were presented on the computer screen in order to minimize the interaction with the supervisor of the experiment, and thus to reduce error variance to a minimum. They then completed a pre-experimental questionnaire including demographic variables such as gender and age, as well as some control variables such as motivation to process information. In order to ensure comparable initial conditions, participants were further presented with a program tutorial (a program screen similar to that of the actual experimental task). In this tutorial, the initially available features (depending on the experimental condition) were presented and each one was explained in a text bubble. Before they could proceed, all participants had to try out each available feature at least once by formatting a short sample text, ensuring that each participant had understood the program’s functionality. On the next two screens, the actual experimental scenario and task, the time available to complete the task, and the results-based incentives were introduced. After having read these instructions, the participants could manually start the actual experimental task by clicking on a button. After having worked 20 minutes on the experimental task, they were automatically redirected to the post-experimental questionnaire, which contained the measurement of all dependent variables (quantitative and qualitative), all remaining control variables, and the manipulation checks. Finally, they were compensated for their participation and debriefed.

5 Data Analysis and Results

5.1 Control variables and manipulation check

Based on the results of a series of Fisher’s exact tests, we could conclude that there was no significant difference across the three experimental conditions in terms of gender (p>0.1), age (p>0.1), intensity of using word-processing programs (p>0.1), attitudes toward productive (p>0.1) and entertainment software (p>0.1), as well as frequencies of the received updates (desktop/productive: p>0.1; desktop/entertainment: p>0.1; smartphone/productive: p>0.1; smartphone/entertainment: p>0.1). Furthermore, based on a series of ANOVA tests, we found no significant differences across the three experimental conditions regarding the task-relevant control variables motivation to process information (F=0.05, p>0.1), understanding of instructions (F=0.07, p>0.1) and items’ formulations (F=0.21, p>0.1). It is therefore reasonable to conclude that participants’ demographics and task-relevant controls were homogeneous across the three conditions and thus did not confound the effects of our experimental manipulations. Prior to testing the hypotheses, a manipulation check was performed to examine whether our experimental treatments worked as intended. Participants had to state whether they had received 1) one feature update, 2) three feature updates or 3) no update. As mentioned above, in five observations, the wrong condition was ticked, which led to their exclusion from the final sample (three subjects have stated to be in group C, while being in group A and two subjects claimed to be in group B while being in group C). Overall, the results from our manipulation checks suggest that our experimental treatments were successful.
5.2 Measurement validation

Because we adopted established constructs for our measurement, confirmatory factor analysis (CFA) was conducted to test the instrument’s convergent and discriminant validity for the dependent variables (Levine 2005). Table 1 reports the CFA results regarding convergent validity using SmartPLS, version 2.0 M3 (Chin et al. 2003; Ringle et al. 2005) for the core constructs.4

<table>
<thead>
<tr>
<th>Variables</th>
<th>Number of Indicators</th>
<th>Range of Standardized Factor Loadings*</th>
<th>Cronbach’s Alpha</th>
<th>Composite Reliability ($\rho_c$)</th>
<th>Average Variance Extracted (AVE)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Continuance Intention (CI)</td>
<td>3</td>
<td>0.783 - 0.900</td>
<td>0.802</td>
<td>0.883</td>
<td>0.716</td>
</tr>
<tr>
<td>Satisfaction (SAT)</td>
<td>3</td>
<td>0.898 - 0.928</td>
<td>0.895</td>
<td>0.935</td>
<td>0.827</td>
</tr>
<tr>
<td>Perceived Usefulness (PU)</td>
<td>3</td>
<td>0.853 - 0.910</td>
<td>0.845</td>
<td>0.906</td>
<td>0.762</td>
</tr>
</tbody>
</table>

*All factor loadings are significant at least at the p<0.01 level

Table 1. Results ofConfirmatory Factor Analysis for Core Variables.

The constructs were assessed for reliability using Cronbach’s alpha (Cronbach 1951). A value of at least 0.70 is suggested to indicate adequate reliability (Nunnally 1994). The alphas for all constructs were well above 0.7. Moreover, the composite reliability of all constructs exceeded 0.70, which is considered the minimum threshold (Hair et al. 2011). Values for AVEs for each construct ranged from 0.709 to 0.889, exceeding the variance due to measurement error for that construct (that is, AVE exceeded 0.50).

5.3 Hypotheses testing

To test our hypotheses, we conducted one-way ANOVAs with planned contrast analyses with IBM SPSS Statistics 20. Table 2 presents the mean values of the main constructs for groups A, B and C.

<table>
<thead>
<tr>
<th>Mean Values for Groups</th>
<th>Mean Differences and Significance Levels</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>B-A</td>
</tr>
<tr>
<td>No Update (A), n=27</td>
<td></td>
</tr>
<tr>
<td>PU</td>
<td>4.51</td>
</tr>
<tr>
<td>SAT</td>
<td>4.71</td>
</tr>
<tr>
<td>CI</td>
<td>5.66</td>
</tr>
</tbody>
</table>

*** p<0.01, ** p<0.05, * p<0.1 (one-sided); ANOVA tests with planned contrast analyses

Table 2. Mean Differences and Significance Levels.

In hypothesis 1, we claimed that software that receives additional functionality via incremental feature updates will induce higher user CI compared to software that includes all these features right from the first release. The experiment’s results indicate that on average, participants’ CI in group B (one update) was significantly higher than participants’ CI in group A (no updates). Hence, hypothesis 1 is supported. Moreover, hypothesis 2 posits that if delivered too frequently, incremental feature updates do not increase CI any more but rather have an adverse effect on it. As hypothesized, our results show

---

4 Computer self-efficacy and other control variables also satisfied the criteria regarding Cronbach’s Alpha, AVE and Cross Loadings. Items, scale specifications and results from discriminant validity analysis can be obtained from the authors.
(see Table 2) that a high update frequency (i.e., in our case, three feature updates in the given time-frame; group C) is not perceived more positively than the no update condition (i.e. group A) in terms of CI. Hence, hypothesis 2 is supported. Furthermore in order to test our mediation hypotheses we ran a serial multiple mediator analysis (Hayes 2013) on a sub-sample that included only groups A and B (n=57) with SAT and PU as mediators, while controlling for all direct and indirect paths between the mediators and CI. The results from a bootstrapping analysis in Table 3 reveal that only the indirect effect path (3) from low-frequency feature updates via SAT to CI was significant. Moreover, the direct effect of feature updates on users’ CI became insignificant after inclusion of SAT, suggesting full mediation (Hayes 2013). PU, on the contrary, was not influenced by our treatment (i.e., low-frequency feature updates, group B) and was therefore not capable to predict the influence of feature updates on CI. Hence, hypothesis 3 is supported.

<table>
<thead>
<tr>
<th>Indirect effect paths</th>
<th>Effect z</th>
<th>Boot SE</th>
<th>LLCI</th>
<th>ULCI</th>
</tr>
</thead>
<tbody>
<tr>
<td>(1) Feature Updates → PU → CI</td>
<td>0.015</td>
<td>0.060</td>
<td>-0.049</td>
<td>0.243</td>
</tr>
<tr>
<td>(2) Feature Updates → PU → SAT → CI</td>
<td>0.045</td>
<td>0.069</td>
<td>-0.067</td>
<td>0.218</td>
</tr>
<tr>
<td>(3) Feature Updates → SAT → CI</td>
<td>0.157</td>
<td>0.120</td>
<td>0.039</td>
<td>0.492</td>
</tr>
</tbody>
</table>

*Note: *We conducted inferential tests for the indirect effect paths based on 1.000 bootstrap samples generating 95% bias-corrected bootstrap confidence intervals (LLCI=Lower Limit/ULCI=Upper Limit of Confidence Interval), n=57.

Table 3. Results from Serial Multiple Mediation Analysis, Groups A and B (Bootstrapping Results* for Indirect Paths).

6 Discussion

This study sought to achieve three main objectives: (1) to examine the effects of feature updates on users’ intentions to continue using an information system (i.e., whether there is a discernible effect from updates), (2) to investigate crucial boundary conditions (i.e., when there is an effect from updates and when not), and (3) to unravel the explanatory mechanism through which such an effect occurs (i.e., how such an effect from updates operates). To achieve these objectives, we drew on the IS continuance model that is embedded in the expectation-confirmation theory and investigated our hypotheses based on a controlled lab experiment.

Drawing on the advantages of the experimental method, which allows to isolate the effects of manipulated stimuli on user responses from other confounding variables and thus to unveil causal relationships, we found that continuance intention was significantly higher in the update condition (group B) than in the no-update condition (group A). This increase in CI in group B compared to group A can be interpreted as being a somewhat counter-intuitive finding because participants who received feature updates (group B) were objectively disadvantaged compared to the participants who had all functionalities right with the first release (group A): during the limited 20 minutes of the experiment, group B had in sum fewer features per time to accomplish their text-formatting task compared to group A. Despite this objective disadvantage, participants in group B showed significantly higher scores in CI which indicates the presence of a positive, somewhat non-rational effect (Fleischmann et al. 2014) of feature updates on users’ CI—a finding that challenges the idea of a ‘rational user’ in the IS continuance literature (Ortiz de Guinea and Markus 2009; Bhattacharjee and Barfar 2011; Ortiz de Guinea and Webster 2013). Furthermore, our experiment identifies a crucial boundary condition to the positive effect of feature updates on users’ CI: update frequency. In this regard, our results indicate that there is a tipping point for the optimal number of updates in a given time frame. Specifically, a too frequent delivery of feature updates seems to annihilate the mechanism of positive disconfirmation by turning updates into expected events that no longer surprise users. Finally, we could demonstrate that the positive effect of feature updates on CI was fully mediated by user’s SAT, emphasizing the role of affect in continuance decisions. The results regarding PU in group B, however, might seem counter-
intuitive at first: Despite the fact that our experimental treatment was a manipulation of the core functionality of the software, we could not observe any significant differences in PU between the treatments. However, a closer analysis reveals that this finding is comprehensible and in line with hypothesis 3. Because participants were asked to state their PU after they had completed the experimental task, their evaluation of PU was based on the same set of features, i.e. at this point of time, groups A, B and C had all four and thus the same set of features at their disposal.

6.1 Implications for research

The paper makes three main contributions to the literature. First, our main contribution lies in the detection of a positive user reaction to feature updates. Specifically, delivering incremental feature updates in a given timeframe has a stronger and more positive impact on IS users’ continuance intentions compared to situations in which the entire feature set is provided at once and right away with the first release. In addition, our findings imply that update frequency is a crucial boundary condition for the identified positive effect of feature updates such that above and beyond a specific tipping point of update frequency, users’ CI decreases to a point where they no longer perceive a relative advantage of feature updates compared to non-update versions of the software. Our second main contribution lies in shedding light on the explanatory mechanism behind the identified effect of feature updates on CI. Specifically, we find out that this positive effect primarily works via the affective component (SAT) rather than the cognitive component (PU) of the continuance model. This finding once again emphasizes the still underestimated role of affect in both the IS continuance and IT management literature. Nevertheless, we show that the identified positive effect of feature updates still depends on the presence of PU, so that PU can be seen as necessary and SAT as sufficient condition for its occurrence. Our third contribution consists in the extension of the predominant view of information systems in post-adoption literature from a mostly monolithic and static one to a finer-grained and more dynamic perspective by showing how an alterable and malleable information system might influence users’ attitudes and behaviors over time. In doing so, we answer several calls of IS scholars (e.g., Jasperson 2005; Benbasat and Barki 2007 etc.) to consider the granularity of information systems in research studies and how IS evolve over time. As such our study offers a novel complement to the existing IS post-adoption literature by showing that user attitudes and behaviors change over time, as the IT artifact’s nature and composition evolves over time through feature updates.

6.2 Implications for practice

Our results also have important implications for practice. First, despite the extensive use of feature updates by vendors to maintain, alter and extend their products after they have already been rolled out, it is surprising to find that insights on how these updates are perceived and evaluated by users are still scarce. This apparently leaves practitioners puzzled and without guidance. From the results of our experimental study we can conclude that it might be advisable for vendors to distribute software functionality over time via updates, because feature updates can induce a positive affective state of surprise, which, in turn, increases users’ CI. For vendors, users with a high CI are a particularly desirable goal because these are the loyal, returning customers who ensure the long term profitability of their businesses in the highly competitive software industry. Moreover, a high CI is particularly important for the increasing share of subscription-based business models in the software industry (Veit et al., 2014). However, while the identified positive effect of feature updates seems to be a useful measure for software vendors to keep their customers satisfied and ‘on board’, it also needs to be well understood and correctly applied in order to achieve the desired outcomes. The findings of this study reveal that this effect works only if users are really surprised when receiving an update (positive disconfirmation). Too frequently delivered updates seem to cancel out this positive effect, because they are no longer unexpected. Consequently, software vendors can learn from this study’s results that there is an optimum corridor for the number of updates delivered in a given time frame that increases users’ continuance intentions. They should therefore test where this optimal corridor for their specific software
lies so that updates can be performed repeatedly, while still being perceived as surprising. It should also be noted that vendors should not overhaul holding back functionality. Starting out with a too small feature set might render the first release of a software almost useless and lead to discontinuation before the program can be updated or even prohibit the adoption in the first place. Finally, for vendors, our findings highlight an additional benefit from using a modular architecture for their software. Aside from flexibility in the development and maintenance, a modular architecture also facilitates benefiting from the positive effect of feature updates on customer loyalty, because features that are encapsulated in discrete modules are technically easier to segregate from the software. Moreover, such modules may be delivered in small packages (updates) and can be integrated easily in existing systems that are already being used.

6.3 Limitations and future research

Four limitations of this study are noteworthy and provide avenues for future research. First, in our experiment, we utilized a self-developed, simplified word-processing program with homogeneous and functionally equivalent features to reduce confounding effects and isolate the impact of updates. Nevertheless, to better resemble real-world update practices of software vendors, future studies could investigate more complex programs and deliver more innovative features instead of the basic and well-known features that we used. Second, we identified update frequency as a crucial boundary condition to the positive effect of feature updates on users’ CI. Future studies are encouraged to specify further possible boundary conditions. For example, they could distinguish between different types of feature updates (e.g. common and extraordinary features), different types of update notifications (e.g. non-obtrusive or obtrusive notifications), different initial feature endowment, or different competition situations (e.g. many or few competing vendors). Third, the positive effect of feature updates on users’ CI was shown to work for productivity software (word-processing). Future research is encouraged to show whether the same effect occurs also for hedonic (e.g. entertainment) software. Because this positive effect of feature updates occurred in software with a low affective quality (word-processing), we are confident that it might have an even stronger impact on CI for entertainment software, which is more emotionally charged. Finally, we conducted a controlled laboratory experiment with the purpose to make a first step towards exploring the causal effect of feature updates on IS continuance, presenting results with a high internal validity. This, however, came at the price of some reasonable but strict assumptions, such as the evaluation of the program taking place at the same time for all users and only after all users had access to the same set of features. Future studies are encouraged to complement the findings of this study by conducting longitudinal field experiments or case studies, in order to advance the external validity of our findings. Also laboratory experiments conducted on longer time spans (e.g. over some weeks) with users’ evaluations measured at several points in time could provide additional evidence for the robustness of the positive effect of feature updates on users’ CI.

6.4 Conclusion

Feature updates have become a pervasively used instrument of software vendors to maintain, alter and extend their products over time. Despite their prevalence in private and business IT usage contexts, however, feature updates’ effects on crucial user reactions in the IS post-adoption context have remained largely unexplored. This study is not only the first to demonstrate that feature updates have the potential to increase users’ CI above and beyond a level generated by monolithic software packages that are delivered with the entire feature set at once; it also reveals update frequency as a crucial boundary condition to this phenomenon. Specifically, the identified positive effect on CI is weakened by an increasing update frequency. Furthermore, this study explains the underlying mechanism of why and how feature updates influence users’ CI. In summary, it represents an important first step towards better understanding the nature of feature updates and how they affect user reactions over time, and may therefore serve as a springboard for future studies on feature updates in the context of IS post-adoption research.
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